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Abstract
In recent years, robots have increasingly gained importance for a wide variety of auxiliary tasks. Yet, adaptation to many
household objectives remains challenging as task planning is significantly hindered by the partial observability of the
environment. The resulting uncertainty demands a balance between environment exploration and the exploitation of
the such gained knowledge. Partially Observable Markov Decision Processes (POMDPs) allow for intuitive modeling of
sequential planning tasks in face of uncertainty. However, the computational load required for the solution of a POMDP
rises rapidly with both the size of the state space and the number of potential actions. In this study, we propose a
generalized POMDP model applicable to robot manipulation tasks under uncertainty. In addition, we introduce means of
human robot interaction: The robot is enabled to gather additional information about its environment by direct inquiry
of a human. This significantly reduces the number of exploratory actions and thus the planning horizon. Furthermore,
we suggest a method for expressing user preferences on a task’s outcome. We reformulate the underlying model as a
constraint POMDP and propose a modified solution algorithm. Here, human robot interaction is designed with emphasis
on operation by non-expert users. The resulting model for interactive planning under uncertainty is evaluated on a box
stacking task in simulation and on a real 7 DoF robot arm.
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Zusammenfassung
In den vergangenen Jahren ist die Wichtigkeit von Robotern für verschiedenste Hilfsarbeiten deutlich gestiegen. Aller-
dings bleibt es eine Herausforderung, sie auch im Haushaltsbereich einzusetzen, da bei solchen Aufgaben die Umgebung
häufig nicht vollständig beobachtbar ist. Daher muss in solchen Fällen abgewogen werden zwischen einerseits dem Erkun-
den der Umgebung und andererseits dem Ausnutzen des so gewonnenen Wissens zur Erfüllung der eigentlichen Aufgabe.
Partially Observable Markov Decision Processes (POMDPs) eignen sich gut zur Modellierung von sequentieller Planung
unter unsicheren Bedingungen. Allerdings steigt die Komplexität dieser Prozesse mit der Größe des Zustandsraumes
und der Menge potentiell ausführbarer Aktionen deutlich an. In dieser Arbeit stellen wir ein allgemeines POMDP-Modell
vor, das auf verschiedene Manipulationsaufgaben für Roboter anwendbar ist. Außerdem ermöglichen wir in unserem
Modell die Interaktion des Roboters mit Menschen in seiner Umgebung: dem Roboter wird die Möglichkeit gegeben,
Menschen zu befragen, um auf diese Weise zusätzliche Informationen zu sammeln. Auf diese Weise muss er insgesamt
weniger Aktionen durchführen, da weniger Erkundungsaktionen vonnöten sind. Somit kann der Planungshorizont ver-
ringert werden. Außerdem schlagen wir eine Methode vor, mit der Nutzer eigene Wünsche über den genauen Ausgang
einer Aufgabe äußern können. Dafür wird das zugrundeliegende Modell zu einem beschränkten Prozess umdefiniert und
ein Lösungsalgorithmus entsprechend angepasst. Insgesamt ist unser Modell auf Nutzer zugeschnitten, die über keinerlei
Vorwissen im Umgang mit Robotern verfügen. Wir evaluieren das Modell, indem wir sowohl Simulationen ausführen als
auch Experimente mit einem physischen 7 Roboterarm durchführen.
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1 Introduction

1.1 Overview

In today’s world, robots have increasingly gained importance for a wide variety of auxiliary tasks. Robotic support is in
particular well-established in industrial applications such as manufacturing or logistics. Here, the operating environment
can be characterized by some unifying features: Usually, the setting is precisely monitored and fully observable while it
only contains few differing but predefined types of objects. In addition, object locations are mostly known and tasks are
highly defined. Robotic tasks such as product assembly or packaging have a repetitive character, and hence, solutions
are always very similar and can therefore often be decomposed into a small number of predefined subtasks. Therefore,
high-level task planning under uncertainty is neither necessary nor desired. As such, industrial environments provide a
perfect setting for the employment of robotic technologies.

In contrast, the rather recent introduction of auxiliary robots for typical household tasks has to cope with much more
diversified operating conditions: Differing objects might be present with the potential appearance of new (uncharacter-
ized) ones at any given time. Object properties might be either unknown or immeasurable. In addition, environments are
in general cluttered as well as partially observable. Another complicating factor is given by the presence of humans in the
environment, who tend to change the robot’s surroundings. This uncertainty about the robot’s current state is combined
with rather sparse task definitions, not containing many details. Therefore, the desired strategy for task completion might
exhibit great variability depending on the current environment. As these conditions might change substantially, decision
making under uncertainty is often required for task planning.

Yet, the demand for household robots has considerably been rising; the first commercial products are already available,
such as vacuum cleaners and lawnmowers. Nevertheless, planning under uncertainty remains challenging in face of more
complicated tasks, such as doing laundry or tidying up. These tasks have a large variety of actions to choose from and
the environment model has to be complex in order to represent all necessary information about the current world state.
This is not only true for household tasks, but also for other kinds of robotic tasks such as autonomous driving or rescue
missions. For such tasks, robotic procedures outside of a controlled environment are − at present − largely limited
to direct operation by a human. In order to address this challenge, the Partially Observable Markov Decision Process
(POMDP) framework provides an applicable structure by allowing to model an agent in a sequential decision process in
presence of uncertainty. Thus, it can be utilized for the planning of action sequences which lead to the fulfillment of a
task in an uncertain environment and which are optimal with respect to a defined criterion. Here, missing information
not only about the current world state, but also about uncertain state transitions and observations is taken into account
by definition. Thus, this framework is highly appropriate for modeling household problems. However, the intricacy of
POMDPs lies in their computational expense and potential lack of applicability to real-world problems with large state
and action spaces. Moreover, defining a POMDP for a particular task might necessitate time consuming efforts as it
demands significant prior analysis in order to determine an appropriate world model incorporating uncertainty [2].

As already stated above, the presence of humans is a unifying feature of household environments. Here, the effect is of
two-fold nature: For once, humans are the cause for the majority of the discussed difficulties, for instance by changing
the environment frequently and by not always acting rationally [3]. On the other hand, humans can also be regarded
as a valuable source of information as they are likely to perceive additional information about the environment that is
inaccessible to the robot’s sensors. In particular, human perception tends to provide a more complete overview about the
current situation. In addition, human performance in pattern recognition [4] and intuitive decision making by applying
common sense (without knowing each detail of a particular situation) [5] can be quite advantageous. As such, those
skills can supplement a robot’s planning procedure which might be very precise by assessing every detail of a world state,
but always remains limited to the underlying world model. Here, humans can supplement details that are not perceived
by the robot while providing high-level recommendations concerning the overall task.
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1.2 Contributions

In this work, we address a particular type of real-world problems which are defined as robotic tasks in a highly uncertain
environment involving interaction with a non-expert human user. Therefore, we propose a general POMDP model for
planning the optimal sequence of actions in order to solve this type of task.

On the one hand, human input is employed to reduce the complexity of solving the POMDP by limiting the necessary
planning horizon. Here, the number of required exploration actions can be reduced significantly when a human oracle
provides additional information and thus reducing uncertainty.

On the other hand, non-expert users are enabled to utilize such a framework as parameter tuning, such as discount
factor and reward selection, is avoided. Instead, a user can either choose not to interact at all with a robot or to adjust
several more intuitive settings. The latter include, for instance, the number of questions that a robot is allowed to ask or
preferences regarding task completion. User interfaces are provided for these settings as well as for answering the robot’s
questions. To incorporate user preferences into the task solving process, we suggest an alternation of the Policy Graph
Improvement algorithm [6]. Due to these changes, the algorithm is able to handle multiple objectives such as fulfilling
additional constraints requested by users in the planning process. All of the proposed interaction methods can be easily
adapted for most robotic object manipulation tasks.

One common task for robotic operation is object assembly, which involves long-term planning to find a compromise
between information gain and task performance. In this thesis, we demonstrate our approach for a robot arm stacking
paper boxes in order to create a tower structure. During these experiments, a human user is both answering the robot’s
questions and expressing his preferences about the resulting tower.

1.3 Structure

This section provides an overview and outline of this study’s content.

In Chapter 2, we introduce POMDPs as well as different solution techniques for determining an optimal policy. We also
review existing methods for integrating human knowledge into a POMDP planning process.

In Chapter 3, we introduce our approach for the optimal planning problem of a general manipulation task under uncer-
tainty by employing POMDPs for modeling. In addition, we propose methods for human robot interaction during such a
task: On the one hand, robots are enabled to ask humans for information about their environment. On the other hand,
humans are given the possibility to declare preferences about a task’s solution.

Chapter 4 describes an example application for our POMDP planning technique: a robot arm stacking paper boxes. We
demonstrate in detail the application of each feature in our approach, and we furthermore introduce our experimental
setup.

Chapter 5 presents results from various experiments involving the box-stacking task. We evaluate our approach in both
simulation and experiment (on a physical robot).

In Chapter 6, we summarize our results and give an outlook about future work.
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2 Foundations and Related Work

2.1 Planning under Uncertainty

A sequential process can be modeled as a discrete sequence of consecutive states. If the Markov property holds, i.e. the
next state after a transition only depends on the current state, such a succession of states is called a Markov chain (MC).

In a sequential decision process, an agent actively pursues a defined objective and therefore executes certain actions in
order to influence its environment. Thus, state transitions depend not only on the current state, but also on the selected
action. The agent’s performance is evaluated according to the rewards that are particularly collected in the visited states.
One way of modeling such a mechanism is via a Markov decision process (MDP). Here, an MDP can be used to develop a
policy for selecting the optimal action in each world state. Although an MDP assumes that all relevant information about
the current state can be observed by the agent, it allows for the incorporation of state transition uncertainties.

The generalization of MDPs, partially observable Markov decision processes (POMDPs) additionally models the current
state as uncertain as well as only accessible through unreliable observations. The relation between MCs, MDPs and
POMDPs is summarized in Figure 2.1.

The development of a decision policy for an agent in an uncertain environment is a difficult task, especially when
sequential decisions are required. In the following sections, we introduce both MDPs and POMDPs as well as strategies
for finding the corresponding optimal policies for planning tasks in such environments.

Figure 2.1.: MDPs and POMDPs are generalizations of Markov chains: Both are decision processes in which the planning
agent seeks to optimize its rewards. In addition, POMDPs allow for uncertainty about the current state.

2.1.1 Markov Decision Processes

The MDP framework is naturally suited for modeling sequential decision processes in a fully observable system. It
was developed in the 1950s mainly by Ronald A. Howard in [7] and Richard Bellman in [8]. The following detailed
description is inspired by the comprehensive account provided by Kaelbling in [9] and by Thrun in [10].

2.1.1.1 Definition

An MDP is defined as the tuple 〈S, A, T, R, s0〉 with the following properties:

• S is a finite set of states. A state st ∈ S describes the world at a specific point in time t.

• A is a finite set of actions. At each discrete instant, one action at ∈ A is chosen.

• T : S × A→ S is a state-transition function. T (s, a, s′) ∈ [0,1] denotes the probability for a transition to state s′

given state s and action a:

T
�

s, a, s′
�

= Pr
�

st+1 = s′
�

� st = s, at = a
�

.
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• R : S×A→ R is a reward function that returns the immediate reward gained at the current time for reaching state
s after choosing action a.

• s0 : denotes the initial state of the process.

The MDP model describes a system’s current state s as deterministic for all t. States are interpreted as fully observable,
i.e. every information about the environment relevant for an action decision is available to the agent.

Yet, transitions between states are probabilistic and Markov: The next state st+1 depends only on the current state st and
the current action at selected by the agent:

Pr
�

st+1 = s′′
�

� st = s′, at = a′, . . . , s0 = s, a0 = a
�

= Pr
�

st+1 = s′′
�

� st = s′, at = a′
�

.

Terminal states are defined as states that do not admit any transition to a different state. Hence,

Pr
�

s′
�

� a, sterminal

�

=

¨

0 if s′ 6= sterminal

1 if s′ = sterminal

holds for any action a ∈ A. If a terminal state is reached, the process ends prematurely, and no further actions are
possible.

A decision process always pursues a goal which determines the optimality criterion for the required decisions. This
goal is expressed by means of a reward function R: The current performance is evaluated by returning positive rewards
for desirable state/action combinations while negative rewards (costs) arise for situations that should be avoided. The
purpose of an MDP model consists of finding an optimal policy (selected actions) maximizing the sum of rewards collected
during action execution. Figure 2.2 illustrates the relation between the different MDP components.

Figure 2.2.: In each state st the agent gains a reward rt and chooses its subsequent action according to policy π, which
leads to a transition to the next state st+1.

2.1.1.2 Solution Techniques

The process of finding the optimal policy denoted as π∗(s) = a∗ such that the reward is maximized is called solving an
MDP.

As transitions are probabilistic, all possible outcomes of a particular action have to be taken into account. In addition,
not only the immediately following state and its reward are important for an optimal decision, but also all subsequent
states. Hence, the cumulative expected reward for future actions has to be considered:

argmax
π

E

( t f
∑

t=0

R
�

st+1,π(st)
�

)

, with π(st) = at . (2.1)

The variable t f , the policy horizon, denotes the total number of steps taken into account for the policy optimization.
Optimal policies for finite time processes are in general non-stationary. Here, π∗(s, t) does not only depend on the state,
but also on the particular time at which an action is chosen or on the number of steps remaining. For instance, the
optimal action might differ for an identical state, depending on whether it is the initial state or the second to last one.
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However, this is not the case for processes with an infinite number of iteration. As the remaining time horizon does not
change, the optimal policy for infinite horizon problems results as stationary, i.e. it does not depend on the current time.
To find a solution for such a process, it is convenient to restrict the cumulative reward, in order to make it comparable.
The introduction of a discount factor γ ensures, that the sum in Eq. (2.1) is finite. It amplifies rewards collected in
temporal proximity to the current instant and devalues contributions in the distant future:

argmax
π
E

¨∞
∑

t=0

γt R
�

st+1,π(st)
�

«

, with γ ∈ [0, 1] .

This above equation is called the infinite-horizon discounted model [9]. The smaller the weight γ, the less is the impact of
future gains with respect to the cumulated reward and hence, the influence on policy optimization.

To determine an optimal policy, a value function V can be defined. This function recursively calculates the value of a
policy π at time t by forming the sum of the immediate reward and the discounted average value of all possible future
states. Here, all possible future states are additionally weighted with their corresponding transition probability:

Vπ,t(s) = R
�

s,πt(s)
�

+ γ
∑

s′∈S

T
�

s,πt(s), s′
�

Vπ,t−1(s
′) .

Recursive value functions of this form are referred to as a Bellman equation. The basic case for this recursion is given for
t = 1 when the value function reduces to the immediate reward.

The value function for the optimal policy π∗ has the following form:

V ∗t (s) = argmax
a∈A

�

R(s, a) + γ
∑

s′∈S

T
�

s, a, s′
�

V ∗t−1(s
′)

�

.

One method for the determination of π∗ is provided by the value iteration algorithm introduced by Bellman in 1957 in
[8]. As such, this algorithm is a particular application of Bellman’s principle of optimality (dynamic programming). The
algorithm recursively calculates V (s) for all states, starting with the last actions’ immediate reward. In case of an infinite
model, only an approximate value can be determined. The recursion terminates, when |Vt(s)− Vt−1(s′)|< ε holds for all
s ∈ S. If the difference between two consecutive iterations is less than a given tolerance ε, all successive iterations are
considered irrelevant because of the discount factor. It has been shown that the remaining Bellman error does not exceed
2ε γ

1−γ [9].

Other algorithms for solving an MDP include Policy Iteration [7] and Prioritized Sweeping [11]. In addition, MDPs can
be extended in various ways, including continuous time approaches as well as infinite action and state spaces. The latter
extension leads to POMDPs as introduced in section 2.1.2.

2.1.2 Partially Observable Markov Decision Processes

As MDPs assume a fully known world state, they are not sufficient to model decisions in partially observable environ-
ments. POMDPs take the resulting uncertainty into account by treating observations as probabilistic and by considering
a random distribution of all possible current states. The necessary model extensions from Markov Decision Chains to
POMDPs are depicted in figure 2.1.

2.1.2.1 Definition

The formal definition of POMDPs extends the MDP definition in the following way:

〈S, A, T, R, O,Ω, b0〉

• S, A, T and R are defined as before for MDPs.

• O is a finite set of observations, i.e. after reaching a new state s′, the agent makes observation o ∈ O.
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• Ω : S × A→ O is called the observation function providing the probability distribution of an observation, depend-
ing on the current action and the next state. Ω (s′, a, o) denotes the probability of making observation o after
performing action a and reaching state s′, i.e.

Ω
�

s′, a, o
�

= Pr
�

O = o
�

� St+1 = s′, At = a
�

.

• b0 is the initial belief at t = 0, hence, a distribution over states s ∈ S.

Note that POMDPs can be reformulated such that the definition of Ω is based on the current state, not the following one.

In the POMDP model, observations o are allowed to be partial as well as noisy. As it is illustrated in figure 2.3, observations
depend on both the current state and the performed action. Different states could result in the same observation, and
in addition, the observation function is probabilistic. Therefore, it is in most cases impossible for the agent to determine
the current state. Instead, the agent keeps an internal belief state b based on its previous experience. The variable b
arises as a probability distribution over all possible world states at the present point in time. Using the Markov property,
it can be shown that a belief state is a sufficient statistic for a process’ history [9]. Storing more information during policy
determination (for instance, already performed actions) does not provide additional information at any time. Thus, the
expected reward cannot be increased by collecting more data [12].

Similar to the transition between states, the transition between beliefs, called the belief update, can be formulated for
given action a and observation o:

b′(s′)a,o = Pr
�

s′
�

� o, a, b
�

=
Pr(o | s′, a, b) · Pr(s′ | a, b)

Pr(o | a, b)

=
Pr(o | s′, a)

∑

s∈S Pr(s′ | a, b, s)Pr(s | a, b)
Pr(o | a, b)

=
Ω(s′, a, o)

∑

s∈S T (s, a, s′)b(s)
Pr(o | a, b)

.

Thus, a belief update can be directly calculated by applying the model-specific observation function Ω and the transition
function T .

Figure 2.3.: In each state st , the agent gains a reward rt . The current state is unknown, but can be deduced from obser-
vations ot . Based on this information, action at is selected according to policy π.

2.1.2.2 Solution Techniques

Exact Solutions

A POMDP can be solved by reformulation as an MDP with a continuous state space, a so-called belief state MDP,
〈B, A,τ,ρ, b0〉 admitting the following properties:
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• B is a continuous belief space where each b ∈ B is a distribution over states s ∈ S.

• τ : B × A→ B is the belief transition function, yielding

τ(b, a, b′) = Pr(b′ | a, b)

=
∑

o∈Ω
Pr(b′ | a, b, o)Pr(o | a, b),

where Pr(b′ | a, b, o) =

¨

1 if ba,o = b′

0 otherwise
.

• ρ : B × A→ R is the reward function, i.e.

ρ(b, a) =
∑

s∈S

b(s)R(s, a) .

All other properties remain identical to the MDP definition in section 2.1.1. Here, observations and their probabilities
are incorporated into the transition function τ and do not have to be considered explicitly. The value function can now
be adapted to a belief:

V (b) = argmax
a∈A

�

ρ(s, a) + γ
∑

b′∈B

τ(b, a, b′)Vπ(b
′)

�

.

The continuous state space remains challenging as the value function contains a sum of (belief) states. Yet, it can be
shown [13] that the above value function is convex and piecewise linear in the belief. Therefore, it can be written as

V (b) = argmax
α∈Vπ

�

∑

s∈S

α(s)b(s)

�

where Vt = {α0, . . . ,αm} is a set of |S|-dimensional α-vectors providing a partitioning of the belief space at time t. Here,
one α-vector represents the value V within each partitioned section and is called the dominant vector. A particular action
a can be associated with each αi . This action a is optimal for beliefs within corresponding section. Figure 2.4 illustrates
α vectors partitioning a belief space.

The update relation for α at time t + 1 is defined as

αi,t(s) = R(s, a) + γ
∑

o∈Ω

∑

s′∈S

P(o | s′, a)P(s′ | s, a)α j,t+1(s
′)

After an iteration of the value, some α might be completely dominated by other vectors and thus can be pruned. It
is computationally expensive to determine these vectors, but usually worth the effort given the solution’s exponential
growth in each iteration.

Algorithms that provide exact solutions include Monahan’s Enumeration algorithm in [14], Sondik’s One-Pass algorithm
in [15] and Incremental Pruning in [16]. These approaches mostly vary in their method for the selection and update of
the α-vectors.

Approximate Solutions

As exact solutions to POMDP problems are, in general, very expensive to compute, applicability is questionable for most
applications. Thus, a variety of approximation methods has been proposed. Here, a prominent category among the
suggested algorithms consists of point-based methods. Algorithms within this group, such as Point-Based Value Iteration
(PBVI) [12], exploit the fact that many points of the belief space will never be reached, most likely. Hence, it suffices to
solve the POMDP for a finite amount of likely to occur belief points. The belief state is reduced to a finite subset, and as
a consequence, the number of α vectors representing the value function is limited. Various point-based methods exists,
differing predominantly in the selection of belief points and of the value function update. Some exemplary and popular
algorithms are Forward Search Value Iteration [17], Heuristic Search Value Iteration [18] and the Perseus algorithm [19].
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Figure 2.4.: The α-vectors partition a belief state consisting of two states s0 and s1. The belief can be represented in one
dimension as the probabilities for both states add up to 1. Both α0 and α2 are piecewise dominant over all
other α vectors and thus represent V (green line) in an interval. α1 (red line) is completely dominated by
other vectors and can therefore be pruned.

The Policy Graph Improvement Algorithm

The Policy Graph Improvement Algorithm (PGI) algorithm [20] is closely related to the PBVI approach, but operates
directly on a policy graph (such as in Figure 2.5) rather than on value functions. In a policy graph, each node represents
an action, and the edges connecting the nodes correspond to observations. An agent begins at the start node, executes the
first action, and subsequently follows an edge to the next node, according to its observation. The current node provides
sufficient information about the agent’s situation; it is thus redundant to determine the agent’s exact state in order to
follow the policy. For a reactive agent, this policy depiction is ideal as it does not require any further processing [21].
Its intuitive description together with the resulting compactness also provides perceptibility for human beings. Thus, it is
relatively effortless to review such a policy.

In case of the PGI Algorithm, the policy graph emerges with a predefined, fixed planning horizon. Each node represents
an action at a particular time, and the number of nodes for each time is likewise predetermined. Therefore, the problem
of POMDPs becoming intractable as policies grow exponentially is avoided while long planning horizons are yet possible.

The policy is established by applying a particle based approximation with an invariant number of particles [22]. Each
particle constitutes a particular state while the complete entity of particles can be utilized to approximate the belief state
at a certain time. Hence, the algorithm is capable to numerically cope with high dimensional state spaces.

In detail, the algorithm can be described as follows: A single iteration of the algorithm consists of two main stages as
depicted in Figure 2.6. During the forward pass, the initial belief is projected ahead by applying the current policy. Here,
all particles start in the initial belief state before following the current policy through the policy graph. The transition to
the following state and the subsequent observation (according to the current policy) are sampled for each particle and
time until all particles have reached the planning horizon. The backward pass updates the policy and value function
estimates at each node. Therefore, it starts at the last policy graph layer and, for each node, determines a new policy
maximizing the expected rewards, by reassigning best actions and best forward edges. The particles at each node are
weighted according to their likelihood. Their weighted average value reflects the current value of the node.

In case of redundant nodes representing identical policies, compression is applied, i.e. one of the nodes is replaced by a
newly sampled belief. In [20] it has been proven that the PGI algorithm guarantees the overall policy value in a policy
graph to be monotonically decreasing. The algorithm can be utilized for both offline and online planning.
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Figure 2.5.: A policy graph depicting a POMDP policy with a planning horizon of 4 and a node width of 2 is illustrated. At
each time, an action a is selected depending on the previously made observation o.

Figure 2.6.: The Policy Graph Improvement Algorithm consists of two phases: During the forward pass, the most likely
observation o as well as the most likely subsequent state s′ is sampled for each particle at every point in time.
When executing the backward pass, the best action with the best upcoming nodes are selected for each policy
graph node, depending on the observation.
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2.1.2.3 Constrained POMDPs

POMDPs are well-suited to obtain a trade-off between exploration and exploitation in uncertain environments. However,
they do not incorporate hard constraints directly into the state space although they might be desirable in certain risky
situations. Instead, constraints can only be applied by assigning large costs to violations. It can be easily shown that this
approach does not always lead to a good policies, even in a rather simple setting [23].

A Constrained POMDP (CPOMDP) supplies an extension to the standard POMDP model allowing for hard constraints.
Thus, decision making in face of multiple objectives is enabled while still optimizing the reward [24]:

argmax
π
E

�

T
∑

t=0

R(st , at)

�

s.t. E

�

T
∑

t=0

C(st , at)

�

≤ Cmax

where C(s, a) denotes a cost function for violated constraints, and Cmax is the upper bound for accumulated constraint
penalties.

Various methods for solving the resulting CPOMDPs have been proposed: Isom et al. proposed an offline dynamic pro-
gramming method for finding deterministic optimal policies in [25] which is based on value iteration. In return, Kim
et al. show in [26] that deterministic policies may remain suboptimal for some cases, and hence, an approximate, ran-
domized algorithm is introduced. The approach proposed by Undurti et al. in [23] encompasses two parts: First, the
expected penalty resulting from violated constraints is estimated offline. Then, the previous estimate is employed as an
upper bound in a standard online algorithm maximizing the rewards. Beside constraining POMDP states, actions also
can be subject to limitations. Chanel et al. [27] introduced the idea of an Action-Constrained POMDP (ACPOMDP). In
this model, actions are limited to certain states and can only be performed when the agent’s current state belongs to the
action’s state subset. Application examples for CPOMDPs can be found in spoken dialogue systems [28] or opportunistic
spectrum access in wireless communications[29]. CPOMDPs provide a method for including additional planning limita-
tions into a POMDP. We employ this approach for embedding user-specific preferences into a planning process. To solve
the resulting CPOMDPs, we adapt the PGI algorithm described in section 2.1.2.2. Our modifications are introduced in
section 3.3.

2.1.2.4 Challenges

Complexity

Despite recent advances in algorithms solving POMDPs, the determination of an optimal policy for a POMDP problem
remains a hard to conquer problem. It has been shown that solving a POMDP is PSPACE-complete for finite-horizon
problems [30]. Infinite-horizon POMDPs are even undecidable [31].

There are two main factors contributing to the complexity of a POMDP solution. One is the size of the state space, i.e. for
n states, the solving algorithm operates on an (n− 1) dimensional continuous belief space. The other factor emanates
from the size of the set containing the action-observation histories that have to be considered for the simulation of the
POMDP. The cardinality of this history set grows exponentially with the planning horizon [12]. The scalability of POMDPs
is therefore limited. Kurniawati et al. [32] demonstrated that an automated downsizing of the state space reduces the
complexity of the model − and hence the necessary solution time − significantly. However, this approach is difficult to
generalize to different types of problems as a specific state structure has been exploited.

Model definition

Another issue complicating the application of POMDPs lies in the model definition. Both state transitions and observation
probabilities have to be determined for each state/action combination and resulting policies depend heavily on these
values. It is a common approach to determine POMDP specifications through extensive prior experiments although this
might be rather time-consuming [33], [34], [35]. An alternative technique commences with an underspecified model
and improves during task execution. In [36], Rosenthal et. al propose an algorithm for the learning task of observation
and transition uncertainties through observations while Jaulmes et al. supply an active learning approach [37] that
requires an oracle. Both methods require feedback that might potentially be expensive and not available in every setting.
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In addition, appropriate immediate rewards have to be verified in order to obtain a suitable solution. The tuning of
reward values is crucial for an efficient policy that balances exploration and exploitation. Cai et al. suggest a dual-policy
method that combines traditional exploration and active learning for obtaining optimal actions [38]. In another active
learning approach, Doshi et al. define a "model-uncertainty" POMDP that expresses unknown parameters as an additional
hidden state [39].

2.2 Human-Robot Interaction in POMDPs

POMDPs have been employed within a wide range of different fields, including conservation of threatened species [40],
speech recognition [41], online commerce [42], or dynamic pricing [43]. In addition, POMDPs are appealing for task
planning in autonomous robotics: States represent a robot’s location or its current status during task execution in an
intuitive manner. Partial observations describe well noisy sensor data. The robot’s actuators not always performing in
the intended way is reflected by a probabilistic state transition model. Finally, rewards emanate as a natural approach
in expressing a task’s goals and pitfalls [44]. A particular area exhibiting a significant potential is found in household
environments where states appear rather complex by monitoring the positions of many relevant objects. Recently, com-
pelling results in this area have been emerging including the execution of assignments such as fitting a dishwasher [6],
separating clothes [45], or fetching requested objects [46]. In general, the available precision in object manipulation
tasks can be improved using a POMDP to plan grasping actions as shown in [47].

Many applications for robotic planning address problems concerned with human environments as they are usually asso-
ciated with a large amount of uncertainty. Already in 1998, Burgard et al. [48] developed a mobile museum guide robot
that is able to provide tours and to interact with visitors. The task planner utilizes a hierarchical approach employing first
order logic to develop conditional high-level plans. The planned actions are then translated into predefined sequences
of elementary commands. Shiomi et al. [49] designed a robot offering assistance to passengers in a train station. The
robot’s behavior control consists of specific planning modules for different situations that might be encountered. Each of
these modules consists of predefined transition rules which are followed by the robot. Both approaches are built upon
highly complex sets of situation-specific action sequences, which makes them work well in their specific environment.
Yet, this type of planning system is difficult to adapt to other situations or tasks.

Here, POMDPs might exhibit higher flexibility because of their situation dependent automatic adaptability. It has already
been established that POMDP agents are able to fulfill complex tasks such as assisting elderly people [50] or escorting
visitors through a building [51]. Nevertheless, the application of POMDPs is restricted by their complexity as explained
in section 2.1.2.4. As state spaces of real-world tasks tend to be large, the number of actual application still remains
small.

In many of these tasks, humans can be found in proximity of a robot, as for example in a household environment.
These humans are familiar with the robot’s task and its solution. It has been shown that humans are excellent at
intuitively evaluating well-known situations from their experience [5]. Therefore, they should be considered as a valuable
information source.

In the following section, we describe different existing methods to decrease the uncertainty − and thus complexity −
by including human knowledge into the model. Thereby, we focus on non-myopic information gathering, i.e. a human
does not physically participate in a task solving process, but only shares knowledge in different ways. The presented
approaches and their relationship to the newly introduced technique in this study are further detailed, analyzed, and
criticized in chapter 3.

2.2.1 Information Gathering Actions with Human Input

The easiest method to incorporate new information into a POMDP is via an observation as observations are already
external input parameter. By nature, the most immediate way to obtain desired information from a human is by directly
asking. In addition, it is also possible to observe a human’s behavior and deduce data in this fashion. The latter is a
common approach typical for collaboration tasks. Here, we do not intend to study collaboration with a human; instead,
we desire that a robot fulfills a task on its own, but with occasional support. Nevertheless, both approaches exhibit
very similar methods for including knowledge, such that we do not distinguish between them. We rather focus − in
this section − on the different types of information that can be included into POMDPs through observations and their
interpretation within the POMDP.
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(a) A robot arm is separating a pile of clothes [45]. (b) Pearl is shown, a robot assistant for the elderly [50].

Figure 2.7.: Robots can provide help for many household tasks. In these environments, there is usually a lot of uncertainty
due to clutter. Hence, planning a robot’s actions is rendered rather challenging. POMDPs provide an intuitive
way of solving such planning tasks. The two examples presented in (a) and (b) demonstrate the particular
kind of tasks that can already be solved by applying POMDP techniques.

In the following analysis of existing approaches, we focus on two main questions: how can we modify POMDPs such
that the planning agent can actively choose to request information? How high is the potential with information gain and
how easy the knowledge integration? And how can we design a planning process such that non-expert users can affect it
according to their preferences and much influence do these methods give them about the outcome?

In this section, we refer to a human with an interest in a robotic task as the ‘user’ and to the robot and its planning
process as the ‘agent’.

2.2.1.1 Collecting State Information

In this section, a method for the planning agent to actively collect state information through questioning a human oracle
is described. We first present the basis approach and then describe a further development.

Oracular POMDP

An Oracular POMDP (OPOMDP) as introduced by Armstrong et al. in [52] supplies the possibility to ask a human
oracle for observations. Therefore, an additional action aoracle is included into the model. When this particular action is
executed, the world state is returned as an observation. At each given time, the agent can choose to either perform aoracle
or one of the previously introduced actions. Note that Armstrong’s model − in its purest form − strongly distinguishes
between information gathering and world state changing actions, i.e. the oracle action is the only way to collect
information about the current state, other actions do not result in any observations. At any given point in time, the
agent has to decide whether to pursue his current plan or to ask for new information, thus weighing exploration versus
exploitation. To incorporate the observed information, the transition function has to be adapted such that the current
state is adjusted to the observations, after the oracle was questioned. Oracle observations can be requested at any time
and are always correct and complete, i.e. after inquiry, the agent has access to all information about the current world
state, and there is no uncertainty about it. Hence, the observed world state is immediately adopted as the current state.

As the other actions are not deterministic, a single question is not sufficient to determine the unknown initial state. In a
good policy, the agent should question the oracle before selecting an action when a risky situation arises. But the costs
(negative rewards) assigned to executing aoracle consist of such a large amount that the action is only chosen if much
information gain is expected. The selection of the assigned costs is crucial for an optimal policy [36].

Although the OPOMDP model’s restrictions simplify planning, they challenge its application to real-world problems. Most
humans would probably not be willing to describe the complete world state to a robot over and over again; or they might
not even have access to all parameters of the current state. In addition, humans might not be available for questions at
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every time or might not always provide correct answers. In contrast, some information could be more precise if the robot
measures it directly with its own sensors (for instance, the robot’s position).

Human Observation Provider POMDP

The Human Observation Provider POMDP (HOP-POMDP) by Rosenthal et al. in [53] attempts to resolve some of these
issues. Similarly to the OPOMDP, it supplies additional actions aask to request help in the form of observations. Yet,
answers include only partial information, not complete state descriptions, in this model. In addition, the agent has to
select one of multiple oracle actions to specify in which particular information it is interested in. Furthermore, not only
does aask lead to observations but also every original action. Executing aask offers additional help for situations not
observable by the robot.

Likewise, humans are not supposed to be continuously available. The response rate α of each human for each state
is assumed known through prior experiments (see section 2.2.2). Nevertheless, it is required that human’s answer is
correct if a question is answered. It is therefore not necessary to take noise into account and hence to model observations
probabilistically. The current state can immediately be adapted to a received observation. To prevent a robot from
unnecessarily waiting for a human to become available, there an additional observation onull is added that is automatically
generated if no human has responded within 30 seconds after a query. The policy algorithm then suggests a different
action. Each human is only available in one state. HOP-POMPDPs are especially suited for spatially-situated tasks, i.e. for
tasks in which a robot has to move through an uncertain environment. Here, humans are expected to only be located in
one particular position (state), e.g. in an office. Hence, the robot specifically plans on whom to ask based on the person’s
availability and proximity [54]. The resulting policy exhibits a trade-off between moving to states leading directly to the
goal and states having a greater availability of help. The costs for a query are determined a priori. They vary for each
person as they are supposed to reflect the cost of each individual user’s time spent with answering a question. If nobody
is available, and onull is received, there are no costs.

In comparison to previous methods, this model is far more suited for real-world tasks as it considers availability and the
necessity to actively approach humans whenever the agent wants to inquire. However, the underlying human user model
requires a large amount of prior information; the given results exhibit that balancing costs and response rates is crucial
for reliable policies. Thus, the creation of a sufficiently reliable model might be problematic for more complex tasks.
Furthermore, this model does not account for possibly incorrect human suggestions, i.e. it is potentially dangerous to
immediately adapt the current world state to a user’s suggestion.

2.2.1.2 Asking for the Next Optimal Action

In this section, we introduce various methods for gaining information about optimal actions. In all approaches, a human
oracle is questioned about the next best action in a certain state, but the process of utilizing this knowledge to further
improve POMDP models varies.

Model-Uncertainty POMDP

Doshi et al. propose a Model-Uncertainty POMDP in [55], in which transitions, observation probabilities Ω and rewards R
are uncertain. Therefore, these variables are added to the state-space: S′ = T×Ω×R. A belief distribution represented by
samples is maintained to track the current belief in model parameters. The POMDP model is improved over time through
both exploration actions and query. In the latter, an expert is questioned about the best action at a particular point in
time. Therefore, a set of policy queries is included into the set of actions. These are selected by the agent whenever the
situation is deemed too risky to safely select an action. A Bayes risk criterion is employed to determine this case. If a
policy query action is selected, the agent asks a user a series of yes/no questions or presents a list of actions from which
the user is expected to select the best one. The action is performed, and the belief distribution is updated accordingly.
Therefore, it is necessary to solve each of the candidate models in order to evaluate the model policies being consistent
with the query answer. Between trials, models are re-sampled periodically.

Thereby, this method allows for model improvement as well as online adaptation as user priorities might change over
time. It also accounts for users making mistakes and suggesting non-optimal actions. Nevertheless, the procedure of
maintaining multiple sample models is very expensive computationally.
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Learning the Observation Function

A method for learning the observation dynamics Ω of a POMDP is described by Atrash and Pineau in [56]. Here,
transitions and rewards are assumed to be known. Similarly to the Model-Uncertainty approach as previously described,
a set of candidate models is sampled and updated whenever new oracle information about an optimal action becomes
available. Instead of adding model parameters to the state space, a Dirichlet distribution over possible observations is
associated with each state. For a newly created POMDP model, the multivariate distribution representing observation
probabilities is sampled for each state. If an oracle inquiry is executed, the returned optimal action (for a certain situation)
is compared to the actions each POMDP model suggested. For those agreeing with the oracle, the Dirichlet parameters
are updated via a gradient ascent method.

The presented technique has been tested for the navigation task of an autonomous wheelchair while control is applied
via high-level commands. In this scenario, it is crucial to adapt the underlying planning system to a specific user as needs
might differ. This approach presents an efficient way for such a user dependent improvement of an existing prior model.
However, sustaining and solving multiple POMDP models might not be feasible in more complex settings.

Human Help Provider MDP

Côté et al. introduce a Human Help Provider MDP (HHP-MDP) for human-robot collaboration in [57]. Their goal is to
establish an adjustable autonomy for the agent, such that the human can intervene and control whenever necessary. The
user is able to stop the autonomous robot at any point in time and is allowed to suggest one or multiple actions. Then,
the agent will perform these actions before returning to autonomous action. At the same time, the agent learns from
these interventions: The policy for the states in question is immediately adapted to the suggested actions. Transitions
and rewards are modified accordingly. This update process is incorporated into an effective algorithm by avoiding the
calculation of rewards and transitions for states in which the policy is explicitly supplied by the human. Moreover, the
space of reachable states can be reduced.

This approach allows to for directly influencing the current POMDP policy and integrates the new knowledge in an
efficient way. Yet, the user is assumed to be permanently attentive to identify possible errors and to be continuously
willing to intervene. Unless a very specific goal requiring precise steps in a specific order is given, it is challenging for
the user to determine on-the-fly at what point the agents behavior deviates from the optimal sequence of actions. For
many tasks, multiple sequences of actions equivalently lead to the goal. Therefore, it is demanding to evaluate one state
without knowing the outcome of future actions in more complex settings. Even an attentive user will most likely not be
able to identify suboptimal actions in time without subsequent observations of the robot’s actions. As the user can only
make action suggestions for the current state, he will thus be advising on a state that should not have been reached in
the first place. In addition, the user has no information available about the length of the suggested sequence of actions.
In summary, it can be stated that this approach is a suitable method to integrate teleoperation while at the same time
updating the agent’s plans. Yet, it might not be the best option for model improvement with the goal of an autonomously
acting agent.

All three examples exhibit the lack of an immediate technique to include information about optimal actions into a POMDP.
One solution consists of evaluating several possible models according to the action suggested by an oracle. Another
discussed method directly includes an action for a specific state into the POMDP policy. It has been demonstrated that
it is necessary to adapt both transitions and rewards while at the same time preventing the adapted parts of the policy
from overwriting in the next policy update. Both approaches are computationally expensive.

2.2.1.3 Gathering Goal Specifications

In this section, we describe different approaches for utilizing of goal information. All presented methods were designed
for human-robot collaboration and the agent is meant to watch the user to determine his intentions. But this setting can
be simplified such that only the agent can change the world state and the user serves as an oracle by directly answering
questions instead of performing actions accordingly. This facilitated version of the problem corresponds to our knowledge
integration approach.
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Goal State as Part of the State Space

In this approach by Taha et al. [35], it is demonstrated how goal information can be gained from observations. Here,
human input is necessary at each time in the form of observations. Those observations are interpreted as directions
towards the destination state. Thereby, the state space is defined as the cross product of the current state C and the
desired destination state D (terminal state):

S = C × D = s1d1, s2d1, . . . , sndm with D ⊆ C

The current state is fully observable whereas the possible destination states are characterized by a probability distribution,
i.e. the destination is not fully known. The transition changes in C solely depend on the current action, updates on the
expected destination D are exclusively influenced by collected observations. A positive reward is gained if the current
state matches the destination state. Hence, a user is able to implicitly select the task’s goal.

In the provided example by [35], a wheelchair is navigated throughout a building while the user’s input (up, down, left,
right) is employed to compute the most likely destination (e.g. the kitchen). Although intended for spatial movement
tasks, this model can be adapted for other purposes. The main complication arises from the compact modeling of both
current and desired states. If a state consists of more than location coordinates, it might not be feasible to handle the
resulting state space due to its size. Moreover, it might be challenging to determine observations that allow for direct
translation into a desired state for most task models. Yet another difficulty lies within the creation of an accurate obser-
vation model that assigns which observation in each state is an indicator for a particular destination. In the presented
case, the observation model has been constructed based on long-term statistics. Note that observation input is necessary
at each time. Hence, convenience for a user is questionable depending on the task. In summary, the user is supplied with
a large amount of control over the task execution and the task’s result, but a very detailed model is crucial to make this
possible.

Integrating Human Intentions into States

Karami et al. present a very similar POMDP model in [58]. Again, the state space is extended by an additional variable
representing human intentions; observations provide the necessary information to update those intentions. But the
interpretation differs slightly: Instead of choosing a single long-term goal, subtasks are selected through observations
gathered at every time instant. The reward function is defined such that actions corresponding to these subtasks receive
higher rewards.

In the specific setting provided in [58], a robot and a human are both collaborating on a task consisting of several steps
that can be performed independently. By observing the human, the robot discovers his current intention and selects a
different subtask to avoid redundancy. This setting can be reformulated such that the user directly selects the robot’s
upcoming subtask. Once more, a prerequisite for this technique demands a precise model of a task and its decomposition
into subtasks. Moreover, a transition function that translates observations into intentions has to be defined. This might
be difficult for more complex tasks and might require a large amount of a priori analysis. In addition, the definition of a
reward function reflecting the usability of each action at all times with respect to every subtask is challenging.

Assistance POMDP

Fern et al. introduce a general Assistance POMDP model in [59]. Once more, a new state variable reflecting the task’s goal
is introduced. But in this approach, it is assumed that observing the user does not necessarily provide enough information
for the agent to act optimally. Instead, a "noop" action is introduced. The agent select this action when its current state is
too uncertain. In response, a user performs one action for the agent to point it into the right direction. The noop action
can be modeled equivalently to an oracle question. The only difference is that it could be extended to collaboration tasks
in which the user is able to perform actions the robot can’t do. In this case, collaboration would not only be necessary
for knowledge gain but also because the agent cannot solve the task on its own. Also, it is possible to introduce different
costs for an action depending on who performs it. This can be applied to further encourage collaboration. Other than
the previous two papers, this one proposes a method for learning the goal distribution and the users policy based on
observations. As learning from observations requires a lot of data and is therefore not applicable for many tasks, the
authors propose to speed this process up by bootstrapping the available observation data.

Even though this might make the learning process more tractable, in many tasks it is still cumbersome for a user to
demonstrate them to a robot several times before it is of any help. Furthermore, the agent is assumed to be rational and
act optimally according to its own policy. But in many cases, human behavior cannot be simplified this way.
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2.2.2 Including a Model of Humans

An essential part for including human knowledge into POMDP models lies within the underlying model of a human. In the
discussed work, human influence ranges from supplying simple observation to immediate goal selection. Nevertheless,
all previous models share a common feature although sometimes implicitly: They incorporate assumptions about the
uncertainty that is introduced by human information providers. Of course, it could be assumed that users always act in
a nearly optimal fashion [59]. But the user information significantly influencing the planning outcome likely leads to
non-optimal results.

A simplified manner of modeling uncertainty emanates from including a constant accuracy probability for human in-
put while the observation function is modeled accordingly. This approach can be extended by allowing for a varying
probability value for each human (if more than one is involved) potentially depending on a particular state, action, and
type of question asked by the agent. In [35], for instance, the probability that a user moves a joystick into the desired
direction and thus provides the intended observation is assigned differently for individual joystick directions. By nature,
the more specific such a model is defined the better new information can be evaluated appropriately. Yet, it becomes
increasingly expensive to create such elaborated models as mentioned in section 2.1.2.4. Parameter values describing
human participants are usually determined a priori; they are not adapted throughout the process.

In [53], another concept is furnished by analyzing the underlying reasons for human unreliability: Human availability
is considered as a combination of presence and willingness to help. Then, these two resulting values are combined in a
single reliability variable αs for each human. The observation function is modeled accordingly, yielding

O (s, aask, o) =







αs if o = os

1−αs if o = onull

0 if o = o′s, s 6= s′
.

For completeness, an additional default observation onull emerges if no other information is available, i.e. if no human
responds. Note that availability is the subject of probability analysis in this approach. However, human accuracy is
assumed perfect if an answer is provided.

In [54], this assumption is not maintained anymore by the authors. Instead, the model is extended by an additional
accuracy variable ηs that is assigned to each human, i.e.

ηs =
p (os | s, aask)

αs
=

p (os | s, a = ask)
∑

o 6=onull
p (o | s, aask)

.

Here, the accuracy is defined as the probability relationship of a correct observation in comparison with a wrong one
under the condition that the human is available. The such introduced accuracy variable η supplies another probability
value assigned to each involved human that has to be determined a priori. The same a priori requirements hold for asking
costs (interruptibility) and availabilities. Therefore, complex experiments are cardinal in order to estimate these values
and decisive for the performance of the agent [36].

The last discussed modeling concept for a single as well as multiple humans participating in a process relies on defining
individual POMDPs for each human member. These POMDPs then reflects their respective current participation state
[58]. The combination of these individual POMDPs results in a so-called multi-agent POMDP with a shared state space:

S = SRobot × SHuman,0 × · · · × SHuman,n .

Here, humans may implicitly provide observations by changing their state at any given point in time, for instance by
moving or pressing buttons. The emanating state transitions are deterministic and are communicated to the planning
agent via observations. However, it might be rather problematic to model appropriate state transitions for more complex
tasks and to solve the resulting enlarged state space POMDP.

Modeling humans and the uncertainty they may cause in terms of e.g. reliability or responsiveness is an important issue
in human-robot interaction and collaboration. However, we focus on including information into planning processes in
this work and we refer to our future work for handling uncertainty regarding this information.
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3 Concepts for Interactive Planning under Uncertainty
In this chapter, we introduce our approach for planning robot manipulation tasks under uncertainty. Therefore, we
propose a general template for a POMDP model that can be applied to a wide range of robot assignments involving
object manipulation. We solve this POMDP by applying the PGI algorithm (see section 2.1.2.2). This algorithm has been
proven to handle large state spaces, which are likely to occur in tasks involving multiple objects, very well.

We also propose methods for involving humans surrounding the robot in the task: First, we show how to include human
knowledge by enabling the planning agent to actively request information the human can easily give. Second, we offer
an intuitive approach for non-expert users to express their preferences about the outcome of a task and thus influence
the resulting policy. Therefore, we suggest adaptations to the PGI algorithm for solving constrained POMDPs.

3.1 Defining a POMDP

In this section, we describe how POMDP properties of a generic manipulation task can be modeled. Thereby, we take
into account the specific properties of this kind of task: a robot manipulates a certain number of objects in order to reach
a predefined goal. The robot is presumably not able to directly perceive all information necessary to plan such a task.
The planning process has to incorporate the resulting uncertainty about the current state. In the following subsections,
we propose a way of modeling states and observations as well as terminal states.

3.1.1 States

We assume that in the tasks of concern, there exist multiple involved objects. These objects can be characterized by the
same set of task relevant properties. For example, books in a sorting task are characterized by a size (Do they fit into a
book shelf?) and a current position (Already on a shelf?) property. The set of possible objects may be defined as:

Obj := P1 × · · · × PJ

where Pi is the set of possible values for a particular property and J the total number of object properties. As object
manipulation is concerned with the state of each object, all information necessary in assessing the progress of a task can
be accessed through the object properties. Therefore, the current state s is modeled as:

s ∈ S, S := ObjN

where S is the state space with a total number of objects N . We assume that the number of objects remains unchanged
during one manipulation trial. However, objects may be altered in between trials.

3.1.2 Observations

We distinguish between two main types of properties: Those that are changing during a task (dynamic) and those who
contain static information:

Dynamic properties P(d) are affected by action execution through object manipulation, for example object positions.
Therefore, they can be interpreted as monitoring the task’s progress. We assume that they are directly observable,
i.e. measurable, and that, in addition, the associated observations are deterministic. Thus, there is no uncertainty in the
task’s progress; for instance, it is known how many books are already sorted on shelves as their positions are known.

Static properties P(s), on the other hand, are not immediately linked to the task’s progression. Yet, the information
contained is considered relevant for planning. Unlike dynamic properties, these parameters are not necessarily observable
in a direct way. As depicted in Figure 3.1, they may additionally differ in their observability:
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It is assumed that the planning agent is able to directly observe some of the static parameters after each action. For
example, a book’s color can be perceived with an RGB camera. However, there are other object properties the agent
cannot immediately perceive, so-called hidden parameters. Nevertheless, the agent can learn about them via knowledge
gaining methods. For example, if a book’s size is not available immediately, it could be deduced by either comparison
to other books with known sizes or by gained information through fitting attempts on a shelf. The properties in the
remaining category are unobservable ones, such as a book’s author (e.g. for alphabetical sorting). The only way to
determine values for those unobservable parameters consists of asking a human for help (see below in Section 3.2).
The inclusion of properties within this category might potentially lead to a large number of agent inquiries, so that we
recommend to avoid it entirely.

Figure 3.1.: Properties can be divided into two categories: dynamic ones that can change throughout a task and static
ones that keep the same values. Properties also vary in their observability: They can be measurable, hidden
(indirectly observable) or unobservable. In this approach, we assume that dynamic properties are always
measurable.

Taking both property types into account, the object space can be rewritten as

Obj := P(s)1 × · · · × P(s)K × P(d)1 × . . . P(d)L

where K is the number of static properties and L the number of dynamic properties. Note that K+L = J i.e. each property
belongs to exactly one of the two categories. In order to access an object’s properties, we define projections

p j : Obj→ Pj ∀ j ∈ [1, . . . , J] .

These projections map from an object onto a specific property’s value.

3.1.3 Goal Definition

In a way, every POMDP model is based on human intention, i.e. the goal that the creator had in mind is reflected in the
model. This might be a very broad definition of human influence. Yet, it is of value to understand by which means such
a goal is modeled.

One way to reinforce goals is by an appropriate reward function. Rewards for various actions and observations are
chosen to recompense achieving certain states and to punish others: Primarily, a planning agent is expected to solve a
task while minimizing the number of actions (at least in the most common applications). This can easily be arrived at by
punishing each action with a minor negative reward. Then, the goal state should be attractive because of its high positive
reward. Furthermore, there might be subgoals that should be fulfilled during the process, and whose identification might
facilitate the planning. These subgoals should likewise be tagged with a high reward. Of course, some states should be
avoided entirely which can be implemented via high costs. Hence, a policy is expected to only choose actions with low
certainty of transitioning to this state. In addition, it is possible to further assess how well the goal has been reached to
acknowledge for good, but non-optimal policies. Therefore, the particular terminal state as well as the additional history
of states passed by is evaluated. This procedure is of particular importance for tasks that are not always solvable for
certain initial states.

In summary, the more specific the rewards are chosen for each state, the more the average reward for a plan results in a
meaningful and reliable success metric [10]. However, balancing multiple rewards for one model becomes increasingly
demanding. It is far from trivial to alter rewards for including user preferences. As we design our system for non-expert
users, we cannot expect them to manipulate the reward function directly. Instead, a method for indirectly translating user
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expectations into rewards would be needed. This is a challenging implementation and might, for example, be realizable
through Bayesian Reinforcement Learning (which requires a lot of training [60]).

For our approach, we decided to avoid defining rewards, due to complications in definition and balancing. The only
possibility to gain a reward is by fulfilling the task and reaching a goal state. We assume that there is only a single task
goal to be achieved, even though there are multiple objectives. For instance, it could simultaneously be required to solve
the task as fast as possible and collecting information on the way (e.g. a vacuum robot creating a map of its surroundings
as well as cleaning the floor). For manipulation tasks this assumption is meaningful as they are usually defined with
respect to one specific goal, such as attaching all parts in an assembly task. As we assume that the tasks are fully solvable,
rewards terminal states with only partial solutions are unnecessary.

Nevertheless, multiple equivalent manifestations of a particular goal might exist, and therefore multiple goal states with
the same reward might result. In any case, only one goal state can be reached in each trial with associated single rewards
collection as goal states are modeled as terminal. By nature, each of the objects has to meet certain requirements in a
goal state, such that the associated set G can be defined as

G =
⋂

h∈[1,...,H]

¦

s ∈ S
�

�

� fh(obj1, . . . , objN ) = xh, objn ∈ s
©

where fh is a particular constraint function for which a certain value xh is required. There can be multiple constraints −
and hence functions fh(obj1, . . . objN ) −modeling all conditions to be met for a goal state. The total number of constraints
defining a goal state is denoted as H.

A negative reward for each transition to minimize actions is not necessary because of the discount factor applied on
future rewards in the PGI algorithm: The more steps it takes to reach the goal, the smaller the discounted expected
reward becomes. Hence, our reward function is defined as

R(s, a) =

¨

100 if s ∈ G
0 else

.

Note that the rewards can solely be gained by reaching a goal state.

3.1.4 Risk Avoidance

Terminal states are not limited to defining a goal, but also allow for avoidance enforcement by tagging risky states. As no
transition is possible in a terminal state, and therefore, no rewards can be collected, an additional punishment through
negative rewards is redundant. Here, the reward maximizing planning agent will automatically try to avoid these states.
Thus, situations that are deemed harmful for objects or negative for the task’s progression, can be excluded. A terminal
state is already reached, if a single object condition considered ‘at risk’ appears. Therefore, the set of undesired terminal
states T can be defined as

T =
⋃

i∈[1,...,I]

¦

s ∈ S
�

�

� gi(obj1, . . . objN ) = yi , objn ∈ s
©

where the functions gi represent the collection of all states associated with a high risk. Although, there is a total of I
‘at risk’ states, i.e. risk functions gi(obj1, . . . objN ), it fully suffices that one constraint is fulfilled to render s undesired,
hence terminal. For user convenience, an outside parameter v can be added to the predefined terminal constraints,
i.e. gi(obj1, . . . , objN , v ), which expresses a limit value for a specific task if desired so by the user. For example, the
cumulative weight of all books on a single shelf should not surpass 3kg. This additional parameter can be varied at any
time in between trials. Hereby, a non-expert user does not have to deal with POMDP definitions, but is still able to adjust
the model to his needs.

3.2 Adding Oracle Actions

As described in section 2.2.1, adding an oracle action aoracle provides an intuitive way for the agent to actively gather spe-
cific information. There are different types of information that can be asked for, such as best actions, goal specifications,
or state information.
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3.2.1 Action Recommendations

In the case of oracle recommendations for the next action, the user instantaneously a single or multiple particular actions.
Therefore, he has a lot of influence on a specific part of the trial. Yet, a non-expert user might experience difficulties
in understanding, how his action selection will affect the task’s outcome. There is no immediate user control reaching
further than the next action(s).

Information gain is extensive if the agent is uncertain about the next task. However, it is challenging for a user to
select the best action in case of a manipulation task. Here, there are most likely several similar objects that have to be
considered simultaneously while the order of manipulation might not be of importance. In addition, it has been shown
in [61] that the human brain tries to operate with high efficiency in decision making. Therefore, it does not analyze all
possibilities in detail in order to find the absolute best solution. Instead, it quickly selects an option that is ‘good enough’.
Thus, it might appear easy for the user to suggest a good action, but it is very demanding to choose the best one.

One benefit of oracle implementation seeking action recommendation emanates in situations which are assigned a high
risk by the agent. In this case, human advice can be of utmost help, for instance in situations in which the agent is
uncertain about the object being damaged. In a setting familiar to the user, he would most likely be able to understand
the risks and advise the agent on how to resolve the situation.

3.2.2 Goal Specifications

For tasks with implicitly embedded goals (i.e. tasks seeking goal specifications), solving techniques can be implemented by
adding additional parameters to the state space. By nature, these additional parameters are characterized as according to
the previous classification and they reflect user preferences on the task’s outcome. In order to solve a task with implicitly
embedded goals, a set of possible goals has to be predefined, and a process for mapping user reactions to goal selection
has to be established. As we want to offer the user a flexible selection of preferences, concerning a wide range of object
properties, finding a solution to this model might be very expensive. Establishing the goal at the beginning of each trial
results in additional actions to be performed by the agent. As goals might be difficult to distinguish, the number of
necessary actions likely becomes very large.

The key assumption underlying this approach consists of allowing the user to desire a different outcome every time the
task is performed. Therefore, the user is supposed to watch the process closely and to point the agent into the right
direction. In contrast to this interpretation, we assume that our users expect the same outcome in general and only
occasionally change their preferences. As a consequence, our conceptual user would not be willing to observe the agent
in order to suggest alternations every time a task is performed. Although the just discussed technique would be a possible
approach for preference integration, we decided for an alternative solution being computationally less expensive. This
approach is described in section 3.3.

3.2.3 State Information

As stated in section 3.1, some of the static object properties are modeled as or even unobservable. If those properties are
of importance for the planning process, an oracle action inquiring about the current state provides a convenient method
for collecting this additional information. To maximize the information gain and to limit the user’s effort at the same
time, the agent can ask about a single parameter of a particular object in each oracle action. Thus, an oracle question is
defined as

aoracle(s) =< objn, Pj >, objn ∈ s .

Here, the agent is able to precisely select the needed information; the user is simply required to enter a single parameter
value per question.

By nature, we assume that the user has an interest in the agent solving a task correctly. Furthermore, the required
answers are considered easy to obtain by a human in case of a familiar environment such as a household. Therefore,
providing an answer to the agent’s questions should be intuitive and should not require substantial cognitive effort. This
is in contrast to other approaches previously discussed. In particular, selecting the next best action might be significantly
more difficult (depending on the current state).
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As the user selects the number of questions a priori, we expect him to be available for all of them. If he has no interest
in training the agent, he may change the settings to ‘0 questions’. As neither user availability nor user uncertainty are
considered as influencing factors, the observations provided by the user are modeled as deterministic. This assumption
might not always be strictly maintainable, but incorporating user uncertainty would require a disproportional effort with
respect to the resulting inaccuracies (see section 3.4).

In contrast to other previously discussed methods, the POMDP model does not require significant effort in order to include
this new information. As already described in section 2.2.1, it is merely necessary to expand the observation function
such that it reflects potential answers. In addition, the transition function has to be adapted: After an oracle action, new
information has to be incorporated into the current belief state.

The user’s effort can additionally be limited by keeping the number of questions small. Therefore, existing approaches
suggest the assignment of a high cost to oracle actions. But for this study, we prefer to avoid reward balancing and
consequently introduce a question counter instead. The user is enabled to select the number of questions he is willing
to answer in each trial a priori via the system settings. The counter is added as a parameter to the state space and is
automatically reduced after each question. As soon as the counter reaches 0, the agent is prevented from asking any
more questions. As every inquiry corresponds to an additional action further discounting the expected reward, the agent
queries a user only if indeed necessary; it does not always utilize the full number of allowed questions.

3.3 Including User Preferences

It has already been detailed how user preferences can be included, i.e. by defining undesired terminal states. In this
section, we present an alternative technique allowing non-expert users to specify their preferences in the form of logical
constraints. Therefore, we reformulate the task as a Constrained POMDP (CPOMDP). At first, we describe our solution
to the CPOMDPs problem before illustrating the definition of constraints in detail.

3.3.1 Solving Constrained POMDPs

In order to solve CPOMDP problems, we modify the PGI algorithm illustrated in section 2.1.2.2. Therefore, we intro-
duce a constraint function C to be computed besides the previous rewards in the algorithm. This function’s evaluation
determines whether a particular state fulfills all given constraints, i.e.

C(s) :=

¨

1 if ∀ m ∈ [1, . . . , M] : cm(s)
0 else

where cm(s) corresponds to a single constraint as defined below. During the backward pass of the PGI algorithm, the
expected reward value for a specific node is determined by simulating particles following the policy graph until the
planning horizon. For each specific particle bi , the associated reward sum is calculated by adding the discounted rewards
collected at each time t. Then, the average discounted reward for all particles is obtained.

In a very similar way, we determine the constraint value for each node. Here, we multiply the constraint values received
at each time instead of computing the sum:

C(bi) =
T
∏

t=τ

C(bi,t), bi ∈ B,

where B is the set of particles at a policy graph node, and τ denotes the associate node’s time. The resulting value is
equal to 1 if the particle meets all constraints for all times, and it emanates as 0 if at least one constraint is violated at
any time. Hence, the average constraint value over all particles reflects for a particular node the percentage of particles
that will meet all constraints in the future, i.e.

C(B) =
N
∑

i=0

C(bi) ·wi

where N is the number of particles in B, and wi are particle weights. Now, the constraint value C is employed instead of
the reward value R in order to select best actions and best next nodes. If the constraint value arises as 0 for all possible
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choices, the algorithm simply reverts to the reward values for evaluation. This contingency mechanism is included to
avoid a planning failure for non-solvable constraints.

To bypass a discount factor, a counter is included for every state. This counter limits the number of actions the agent is
allowed to perform before reaching the goal. In order to ensure termination, one particular constraint cs always has to
be part of C: cs is fulfilled if a terminal state is reached before the maximum number of actions is reached. The limit
value can be altered by the user. As the maximum number of actions in a trial is an intuitively understandable property,
non-expert users should be capable of select meaningful values.

3.3.2 Constraint Definition

Constraints always consist of two parts: First, either a single or multiple objects of concern are selected via one of the
static properties P(s) (for instance, all objects having a certain id or a specific color). Then, the desired constraint for
those particular objects is incorporated by utilizing one of the dynamic properties P(d) (such as the object positions). This
procedure can be formalized in the following way:

cm(s) :=
�

∀objn ∈ s : p(s)k (objn) = α =⇒ p(d)l (objn) � β
�

where α ∈ P(s)k and β ∈ P(d)l . The statement about the dynamic property P(d)l allows for alteration in order to satisfy the
specific user demands:

� ∈ {>,≥,<, ,≤,=, 6=} .

The such defined constraints are required to hold for all objects within a state that fulfill p(s)k , for instance, ‘all yellow
books have to be on a certain shelf ’. In addition, the user might likewise desire to express preferences concerning only a
single object. For example, he would like to have one yellow book on a particular shelf, but does not care which one.
Hence, we need to additionally formalize that only a single object has to fulfill the dynamic property, even if several ones
meet the static property:

cm(s) :=
�

∃objn ∈ s : p(s)k (objn) = α∧ p(d)l (objn) � β
�

where α ∈ P(s)k and β ∈ P(d)l . Here, the value 1 is returned as soon as the requirements for properties P(s)k and P(d)l are
met by at least one object.

We can further distinguish constraints by the time duration for which they should be applied: Constraints can either be
relevant continuously (as assumed above) or only at certain times.By nature, constraints for goal states have merely to
be verified if a terminal state is reached. Therefore, we extend the function C(s) to

C(s, t) :=

¨

1 if ∀m ∈ [1, . . . , M] : t ∈ [τmin,m, . . . ,τmax,m] =⇒ cm(s)
0 else

where τmin, m and τmax, m characterize the time interval for which constraint cm(s) has to be fulfilled. If τmin, m and
τmax, m are equal, the constraint is only relevant for one specific point in time t = τ. Hence, a terminal constraint,
i.e. a constraint only holding in terminal states, is a special case of this formulation. Note that defining such a terminal
constraint is equivalent to adding undesired states to T , as discussed in section 3.1. Nevertheless, we believe that
selecting constraints is more intuitive for non-expert users than constructing POMDP states to be avoided. An overview
of all possible constraint types is depicted in Figure 3.2.

The constraints as outlined above can be easily translated into a graphical user interface: Here, necessary elements that
have to be selected are the constraint type, both associated static and dynamic properties, corresponding property values
as well as the relation between β and P(d)l , i.e. the above denoted relation �. Those selections can be realized through
drop down menus or radio buttons, for example. The possibility of creating multiple constraints should be accounted for,
likewise.

Note that not every constraint type might be useful for each context. It is advisable to limit the number of selections to
maintain intuitive usability.
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Figure 3.2.: In this figure, each oval symbolizes a state that changes over time. The shapes within each state represent
the objects belonging to the particular state. Differing shapes depict distinct values for a static property P(s)k .
In the given example, p(s)k selects the triangle objects. Here, either a single or all of the triangles have to
fulfill the constraint on their dynamic property P(d)l . We can further distinguish between constraints that
hold continuously and constraints that are limited to a certain time interval.

3.4 POMDP Uncertainty

In reality, user input can be prone to uncertainty: As discussed in section 2.2.2, users may be unavailable, not willing to
provide help to the robot, or simply give wrong answers.

In our model, we attempt to minimize the influence of these factors. For once, we let the user select the number of
questions he is willing to answer in one trial. Furthermore, we have designed the oracle questions in such a way that it
should be effortless to provide the answer. In addition, we have incorporated a fallback principle into the algorithm by
reverting to reward evaluation if user-defined constraints cannot be met.

However, disturbances may still occur as a user might be very busy − and therefore unavailable −, or as he might
mistakenly provide the wrong answer. Yet another uncertainty factor arises from the robot and sensor hardware itself:
On the one hand, the agent might change or move an object in an unintended way during the execution of an action.
On the other hand, many sensors are imprecise in cluttered environments (in which we intend to utilize our model), and
hence, observations after each action might be noisy.

Nevertheless, it is not trivial to estimate uncertainty for POMDP models as described in section 2.1.2.4. Both previously
proposed methods, i.e. performing a large number of prior experiments and learning the necessary values over time, are
very complex and therefore exceed the scope of this work.

3.4.1 Preserving Knowledge

In section 3.2.3, a method for collecting information about hidden or unobservable properties has been described. The
agent is not able to directly obtain this kind of information. Instead, either an inquiry for help has to be sent to a user
or additional exploration actions have to be performed. As such obtained knowledge on properties is costly, yet highly
valuable, it should be preserved throughout the execution of a task.

This is best illustrated by an example: Let there be books of two different sizes as well as two shelves with corresponding
heights. The agent has attempted to place a book on the smaller shelf in the most recent trial. As he has not been able to
succeed, the agent has deduced the size of the book to be of the larger kind. This knowledge is preserved and available
for utilization in the next trial.

In our approach, all information about static properties is stored after each successful trial: The particles in the terminal
belief state bT reflect the probability distribution over all possible values for each property. These obtained values are
employed in the next trial to sample a new initial belief b0. Thus, uncertainty about the state space is reduced over time,
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and planning becomes more efficient. Thereby, the number of actions necessary for each trial is likewise reduced as less
exploration actions become necessary.
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4 Box Stacking under Uncertainty
To demonstrate the applicability of our methods, we employ them to solve a specific planning task: utilizing a robot
arm for stacking boxes in a not fully observable environment with potential help by human non-experts. Such object
manipulation challenges are popular showcases for robotic task planning while stacking paper boxes is a common repre-
sentation for this class of tasks (see [62] and [63]). In fact, planning box manipulation is one of the most famous artificial
intelligence problems, first introduced by Winograd in 1972 in [64] as "blocks world". Here, the domain’s strength lies
in the associated ease of creating minimal examples for non-trivial planning tasks that are not solvable by a simple,
greedy approach, but afford non-myopic planning. This is exemplary depicted in Figure 4.1. Furthermore, this particular
class allows for the simple introduction of specific properties for both the environment and the boxes that have to be
additionally taken into account for the planning process.

Figure 4.1.: In this task, only one box can be moved at a time, and the goal is to stack the boxes in a specific order. To
reach this goal state, the partially existing tower has to be destroyed first. This example is taken from [1].

In our case, a robot arm is required to build a tower from a given set of boxes. There is a hidden weight that potentially
causes tower instability hidden in each box. The center of mass of each box is considered to be a point mass with an
unknown position inside the box. These hidden weights potentially cause instabilities in the tower. The only approach
for the agent to determine a box’s weight position consists of placing it on the tower and of observing whether it stays on
top or not.

Figure 4.2.: In an experimental setup, a robot arm is stacking paper boxes. Because of the position of the hidden weight
inside the red box, the current stacking action will result in the box falling down.

This setup contains all characteristics of a typical assembly planning task in an uncertain environment: The state space
is large, and there are partially unknown objects whose properties have to be determined by gathering actions that also
effect the progress of the assembly. Also, it is likely that the manipulated objects have additional properties that are not
perceivable by a robot, but a human. On the one hand, it would be helpful if a human could provide this information
if asked. On the other hand, humans might complicate the situation as they might be influenced by preferences regard-
ing a particular way of fulfilling the outcome requirements of the task (which might be based on access to additional
knowledge). Therefore, the task goal allows for freedom to include supplementary specifications.

It should be noticed that our approach as demonstrated in this example of box stacking can directly be transferred to
other tasks, such as putting dishes into a cabinet, organizing laundry or putting groceries into the refrigerator.
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4.1 Box Stacking Task Specification

The boxes in our setup have different properties including length l, height h and the hidden weight’s position posw. These
properties serve as examples on for different requirements for planning in real-world scenarios. Another example would
be material and color of clothes, that are sorted for laundry. As described in Chapter 3, the underlying model features
can directly be adapted for other related object manipulation tasks, such as other household functions. Our experimental
setting is detailed in the following section: We will first explain the paper boxes in detail and subsequently describe our
assumptions on the box stacking process.

4.1.1 Boxes

In general, boxes can have different sizes. However, in the experiments conducted for this thesis we will from here on
assume that all box sizes are multiples of a unit value. This simplifies the POMDP planning and keeps the state space at a
reasonable size. In theory, this value can be chosen as an arbitrarily small number to match any set of boxes. In our case,
a value of 5 cm was selected. As an additional feature, boxes also admit different colors, which signify different object
properties. Figure 4.3a shows an example for such a box.

(a) Paper boxes have different lengths and heights expressed in
the unit value as well as varying colors.

(b) A coin is used to shift the center of mass of each box. It is
attached to one of several predefined weight positions.

Figure 4.3.: Each paper box has specific observable dynamic properties: length, height and color. It also has a single
hidden property: an interior weight whose position cannot be perceived directly.

Inside each box, a hidden weight is attached to one of multiple predefined positions and we assume that the position
will not change during the experiment once it was chosen during initialization. (see Figure 4.3b). Coins are utilized
as weights. Thus, the boxes’ centers of mass are altered, and this has to be taken into account during the tower-
building process. As the robot cannot perceive the weight positions inside the boxes, uncertainty about the world state
is introduced in this setting. The initial uncertainty can be reduced via exploratory actions where the weight positions
decide about the outcome. This is illustrated in picture 4.4.

The modeled problem is considered as two-dimensional, i.e. boxes can be positioned in x-direction while the tower grows
into z-direction. Both axes are partitioned utilizing discrete positions of unit length. There is a designated ‘construction
area’ where boxes can be placed and a ‘storage area’ where currently non-integrated boxes are positioned (see Figure
4.5).

4.1.2 The Process of Building a Tower

A trial starts in the initial state which consists of one box positioned in the construction area as the tower foundation. The
robot must not move this box as it would simplify some of our planning tasks. The remaining boxes are spread adjacent
in the storage area.

For each iteration, the agent performs one single action. An action in the basic experimental setting always involves
moving one box to a new position. As the robot grasps the boxes from above, only a single box can be carried each
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(a) As the weight’s position is on the right side of the red box,
stacking it on the left side of the green box is stable.

(b) Positioning the red box at the right edge of the green box is
unstable as the weight is on the right.

Figure 4.4.: The tower’s stability depends on the positions of the hidden weights. Here, the ×-symbol marks the weight
position in (a) and (b).

Figure 4.5.: The task environment consists of two different areas: the storage area where unused boxes are positioned,
and the construction area where the tower is built. The box coordinate system has its origin between the two
areas.

iteration, yet, any box can be selected. If a particular box is chosen that is part of the construction but not the top one, all
boxes above the selected one are pushed aside by the robot hand before the robot grasps the target box (This behavior
should appear in any good policy, though.). The boxes brushed aside are falling down, by nature, and are available in
the storage area for the next iteration.

The selected box is then moved to a new position. This position can either be part of the tower structure (see Figure 4.7a)
or be within the storage area (see Figure 4.7b). It is not admissible to position boxes anywhere else than on top of the
existing tower structure or within the storage area. In particular, it is prohibited to create a secondary tower (see Figure
4.7c). Furthermore, it is not possible to place two boxes at the same height within the tower (see Figure 4.7d). For each
performed action, there are two possible outcomes: either the tower remains stable or at least one box is toppling. As in
the case of brushing aside, dropped boxes are assumed to move back to the storage area and are available for the next
iteration. A trial is completed when a terminal state is reached. Depending on the specific experiment, different terminal
states may occur. Here, the desirable end state of a tower containing all boxes is, of course, included. Nevertheless, a
trial can converge to other states as well, depending on the specific box properties. For instance, a box might break due
to falling from a certain height. As this box is rendered unusable, the task can not be completed, and the trial is therefore
terminated. This process is depicted in Figure 4.6.
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Figure 4.6.: Starting in the initial state, a sequence of actions is performed until a terminal state is reached. Here, it is
verified if the tower is complete, and the trial has been a success, or if an early termination has occurred.

(a) The box can be positioned on top of the tower. (b) The box can be moved back to its storage position.

(c) The box must not form the foundation of a secondary tower. (d) The box must not be placed adjacent to another box in the
tower at the same height.

Figure 4.7.: In the current action, the red box is moved. Admissible and prohibited new positions for the red box are
illustrated in (a), (b), (c), (d).

4.2 POMDP Model

The previously described box-stacking application with the incorporated uncertainty about weight positions can be con-
sidered as a planning problem under uncertainty. As explained before, POMDPs are designed to solve such problems.
This section first describes how to frame the task as a POMDP and then suggests various extensions that showcase our
approach for user integration.
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4.2.1 POMDP without Human Influence

As introduced in section 2.1.2, a POMDP is defined as a tuple 〈S, A, O, R, T,Ω, b0〉. Within this framework, the box-stacking
application can be modeled as follows:

• S = {box1, . . . boxn} : Here, N is the number of boxes present in the experiment. The variable boxi is a tuple de-
scribing a specific box within the set S: box =




id, posx , posz , posw

�

, color. Here, id ∈ [1, n] identifies a particular
box while posx ∈ [−1, m] and posz ∈ [−1, n] are integers specifying the box’s current position. The values posx = 0
and posz = −1 is assigned if the box’s position is in the storage area. The parameter posw ∈ [1, w] denotes the
position of the hidden weight inside the box.

• A =



id, posx

�

: The variable id identifies a box, and posx is the x-position to which the box is moved to. The
z-position is predetermined by the current positions of the other boxes. Note that more than one box can be moved
in one action as boxes might drop from the tower structure.

• O ∈ [0, n] : The variable O denotes the number of boxes toppling during or after the execution of an action.

• T : Transitions are assumed to be deterministic. A physics simulation (see Section 4.3.1.3) is utilized to determine
the box positions (stable or unstable tower structure) after an action.

• R : The reward gathered for a certain action is defined as

R=







+100 if a terminal state is reached

0 otherwise
.

In a terminal state, the tower structure employs all boxes, and there is only one box at each height.

• Ω : Observations are modeled as deterministic. Similarly to the transition model, the gravity simulation is em-
ployed to determine if a particular action yields a stable tower.

• b0: At time t = 0, a single box is located in the middle of the designated construction area, the remaining ones are
positioned aside in the storage section. posx and posz as well as their assigned variable id are deterministic for all
boxes. The combined possible weight configurations for the system of boxes is uniformly distributed.

4.2.2 Additional Terminal States

A refinement allowing to specify desired behavior is provided by defining additional undesired states as terminal ones
that do not result in any reward. Thus, the application becomes more realistic. In our example, the boxes can be assumed
fragile, i.e. they break and are rendered useless if they are dropped from above a certain height. In order to avoid this
behavior, all states which occur after a box drop higher than a certain limit are therefore added to the list of undesired
terminal states. If the algorithm reaches such a point, the task cannot be completed anymore, and the stacking process
is aborted. The transition function has to be adapted accordingly: transitions from these states to any other states are
removed. The extension via an additional negative reward is not necessary as it is a sufficient condition that the goal
state with a positive reward becomes unreachable.

The maximum drop height can be selected by the user for each box before the beginning of each trial. That way he can
ensure that more fragile objects are handled with more precaution and therefore avoid critical situations.

4.2.3 Oracle POMDP

As defined in section 3.2, an oracle action allows the agent to gather specific information from a user via a question. In
our box-stacking application, the agent is allowed to inquire about the position of the hidden weight in a single box. It is
assumed that the user possesses this information or is able to further investigate the box in question.

Thus, the following modifications within the POMDP model are necessary: An additional parameter ‘oracle’ is added to
each state. This variable supplies a counter for the remaining number of oracle questions. In b0, ‘oracle’ is set to the
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value predefined by the user, i.e. it can be chosen how many questions are permissible. For each box, an action aoracle,i
is added. In case of selection, the user is asked about the weight position in box i. If the value of the oracle counter has
reached 0 at the current state, no questions remain and nothing happens anymore with respect to the oracle action. In
addition, it is necessary to prescribe transitions from each state s to a new state s′ if an oracle action is performed. These
transitions emanate immediately: The oracle counter in s is reduced by one, and the user’s answer is assigned as the
resulting observation. Here, the observation is a weight position in contrast to the previous number of boxes dropped.
Thus, it has to be interpreted in a different way.

4.2.4 User Preferences

In our approach, users are allowed to influence the outcome of a planning task according to their preferences. Therefore,
they may select specific constraints in the system settings regarding the resulting tower structure, as described in section
4.3.1.4.

It has been defined in section 3.3 that values of dynamic object properties can be subject to constraints while an object
affected by a constraint is selected via its static properties. In case of our box stacking model, this translates into selecting
boxes by their (unique) id or by their color. The latter might potentially result in a non-unique choice (multiple boxes).
All boxes have to be part of the tower structure in order to accomplish the task’s goal, but it is − in general − not
predefined in which order the boxes are stacked. The user may constrain the value assigned to the parameter posz for a
single or multiple boxes.

While the system attempts to fulfill all requests, it may be impossible to find an adequate solution in certain situations,
e.g. if only yellow boxes are available. Then, the planning agent selects a solution scheme as close as possible to the
fulfillment of the user requests.

For this proof of concept, we select two different constraint types: The first type has to hold for all boxes selected through
the static property at all times. This way, potentially dangerous states can be prohibited. For example,

∀b ∈ Boxes : color(b) = yellow =⇒ posz(b)< 2

yields a tower structure with no yellow boxes above the first two levels as these boxes are especially fragile.

The second constraint type concerns only terminal states and only has to hold for one box, such as

∃b ∈ Boxes : color(b) = yellow∧ posz(b) = 4

which signifies that the box on level 4 of the resulting tower has to be yellow. Utilizing this second type, the user may
specify the final tower.

4.3 Software and Hardware Setup

In this section, we describe the experimental setup’s software and hardware components. The software includes segments
for planning, simulation of the box-stacking, visualization and user interfaces. The hardware consists of a robot arm
equipped with a hand as well as a tracking system.

4.3.1 Software

The experimental setup is implemented in ROS (Robot Operating System). ROS is a middleware that enables several
heterogeneous, communicating processes to run. These processes are represented in a graph architecture where each
process corresponds to a node and each message-passing connection (between processes) to an edge. This architecture
renders projects very modular as it is easy to replace one node with another (see [65]).

Our structure of ROS nodes is illustrated in Figure 4.8a. As depicted, there is a central node handling all communication
between components. The planning node receives an observation of the current state; then, the planning agent decides
for the best action to execute, based on the information about the current world state. Subsequently, this action is
either simulated or performed by the robot. An observation of the action’s outcome is returned for both cases. For the
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(a) The application is partitioned into several communicating
ROS nodes.

(b) The rViz application is used to visualize boxes and their hid-
den weights.

Figure 4.8.: The experimental setup consists of several software components including visualization.

simulation of an action, it is necessary to determine whether the tower remains stable after an action. Hence, a gravity
simulation is necessary based on the positions of the hidden weights. The simulation’s outcome is illustrated with rViz,
a 3D visualization tool in ROS (see Figure 4.8b). For the real-world action case, an Optitrack camera system tracks the
box position and thus supplies the outcome of the action. For an oracle action, neither simulation nor robot movements
are required. Instead, the user information is provided through a dialog window which is controlled by the input node.
In this section, all components are described in detail. In this subsection, we describe the software components utilized
for planning, simulation, and user interaction.

4.3.1.1 POMDP Planner

In the planning node, all current information about the world state is utilized to determine the best subsequent action.
This is done via the solution to the POMDP model defined in section 4.2: Here, the PGI algorithm (see Section 2.1.2.2)
is employed to determine a solution for the POMDP, i.e. to find an optimal policy that reaches the task goal (a finished
tower) as fast as possible.

In Figure ??, an example for such an optimal policy is shown: Three boxes with different sizes must be used to build
a tower. Box 1 is positioned in the construction area for the initial state and must not be moved by the robot. There
are two possible weight positions in Box 2 and 3. The optimal policy, as depicted in the policy graph in Figure A.1,
starts at time t = 1 by placing box 2 on top of box 1. Depending on the observation resulting from the action, box 3
is subsequently positioned et cetera. The observations and their probabilities are denoted on the graph edges. Terminal
nodes are assigned two circles. Note that there are nodes which are terminal only for some cases, depending on the
action outcome. The rectangle placed below each node contains the probabilities for the weight position in each box.
As the same node may be reached repeatedly in different states, these probabilities do not always reflect the current
knowledge. For example, the weight position in box 3 is already known at t = 2 in the upper node. But as this node can
be reached after two different observations, i.e. box 3 stayed on the tower or box 3 fell, the overall probability in this
node is 0.5 for each position.

Once the offline planning phase is completed, the resulting policy graph is utilized to determine the best action for the
current state: As soon as a new observation arrives, the agent advances in the policy graph accordingly and returns the
best action with respect to the new node. There are several additional parameters that need to be supplied for the PGI
algorithm:

• γ: discount factor, γ ∈ [0,1]

• N : policy length

• M : policy width

• B: number of belief states/particles

In order to provide comparable results, these values are indicated for each experiment.
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Figure 4.9.: In this example, 3 boxes have to be stacked: The yellow box serves as the tower foundation, and the two blue
boxes are positioned on top.

4.3.1.2 Heuristic Planning

In order to evaluate our POMDP policies, we compare their results to those of a random sequence of actions. Planning
should always lead to a significantly better outcome than these baseline results.

In an identical setting of boxes with unknown weight positions, random actions are selected and performed. There is a
positive reward for completing the tower. Depending on the specific experiment, there are also terminal states without a
reward. A trial continues until one terminal state is reached. Depending on this last state, the trial is counted as a success
or failure. We also keep track of the number of actions performed in each trial. From this information, the discounted
reward for one trial can be calculated:

R=

¨

γna−1 · 100 if tower complete

0 otherwise

where γ is the discount factor, sT is the terminal state of a trial and na is the number of actions that were performed
before reaching sT . Finishing the tower is the only way to gain a reward, and a trial is over in that instant (the tower can
not be destroyed again). That is why the reward for a failed trial is always R= 0.

In order to make the random policy more competitive, only "useful" actions are taken into account, i.e. only boxes from
the storage area or from the top of the tower can be moved. As depicted in Figure 4.10, they can only be moved to
positions that might be beneficial for the task’s progress. Furthermore, actions that move a box from a certain position
back to the very same position, i.e. do not move the box at all, cannot be selected.

(a) From the storage area, a box can only be moved to the top
of the tower.

(b) From the top of the tower, a box can either be moved to a
different position at the same height or to the storage area.

Figure 4.10.: This example shows allowed random actions for the red box, depending on its position. The transparent
shapes illustrate possible new positions.
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4.3.1.3 Gravity Simulation

In order to simulate the problem of tower construction in this study, the outcome of a box moving action has to be
provided. While this is a trivial task for transporting a box to the storage area, it is necessary to analyze (based on a
physics model), whether a box newly added to the top of the tower renders the structure stable or not. Here, instability
is defined as the toppling of the just placed top box or of any additional number of boxes. As will be seen in the following
discussion, it is crucial to monitor a stability criterion for each layer of the tower, based on the combined center of mass
(CM) of the corresponding substructure above. Following the discussion, algorithm 1 suggests the implementation of the
resulting gravity simulation.

Only two situations are of interest and, therefore, have to be distinguished: Either the tower structure remains stable or
collapses after the box has been added. Here, the collapse can be partial or complete. While it is demanding to determine
the exact equations of motion (EoM) for the actual toppling process (friction assumptions, changing resultant of the
normal forces, translational and angular accelerations, etc.), it is rather simple to consider the dynamic equilibrium.
In the context of the tower structure, the latter means that no motion, and hence no acceleration, occurs after a new
block has been placed on top. In general, EoMs for dynamic systems can be determined via force-mass-acceleration,
impulse-momentum, or work-energy methods. For the given two-dimensional structure of rigid bodies, the standard
force-mass-acceleration approach suffices, such that the EoMs for a single block result as

∑

Fx = m · ẍ = m · ax ,
∑

Fy = m · ÿ = m · ay ,
∑

MA =
∑

(rA× F) = Iz · ϕ̈ = Iz ·α

where Fx and Fy are external forces in the x- and y-direction, m is the mass of a block, ax and ay are the translational
accelerations in x- and y-direction, MA are the resulting moments with respect to an arbitrary point A in the structure,
rA is the radius vector from the point A to the acting point of a force, and Iz is the moment of inertia component in
z-direction. Gravitation is always acting at the CM of the block. In equilibrium, i.e. in rest, there are no forces acting
in the y-direction. In addition, the resultant normal force, i.e. the resultant of the distributed surface pressure, can be
thought to act along a line perpendicular to the surface and passing through the box’s CM. In equilibrium, the resultant
forces of gravity and surface pressure must have the same magnitude, the same line of action, and opposite sense. As a
consequence, the sum of moments caused by these two different types of forces remains zero with respect to any point A
in the structure as rA×Fg and rA×Fn will be of equal magnitude and opposing sign. No angular acceleration α is induced,
and the tower structure remains stable. This stable equilibrium always exists if the projection on the x-axis of the block’s
CM lies within the x-domain of the block below. In more descriptive words, the location of the CM of the top block has
to be within the x-limits of the block below.

Is the previous condition violated, the resultant forces of gravity and surface pressure cannot maintain the same line of
action anymore as the normal force has to stay perpendicular to the the x-axis, initially. Hence, the sum of resulting
moments will not remain zero and a rotational motion about the edge of the block below is initiated. As soon as this
angular rotation starts, the CM of the top block will experience translational accelerations in x- and y-direction; the
surface pressure will be concentrated as a single support force at the edge of the block below, orthogonal to the surface
of the moving top block. The angular acceleration is determined by the mass of the block, the y-coordinate of its CM and
the moment of inertia about the z-axis. At one point, the static friction force between edge and surface will be exceeded
by the gravitational component orthogonal to the normal force, and the top block will start to undergo a translational
sliding motion, in addition to the existing angular one. The last phase of the toppling process consists of the free fall of
the top block superposed with a rotation of constant angular velocity. As previously mentioned, the exact EoMs for the
general collapsing process are challenging. Yet, the conclusion on stability of the top block simply depends on its CM to
remain immediately above the block below.

However, this stability condition for the top block is necessary, but not sufficient for the overall integrity of the tower
structure. If this stability criterion is met, the combined system of the two top blocks has to be checked. Here, the surface
forces between both blocks are treated as internal, and the free body diagram of the combined formation is considered.
The previous discussion applies similarly if the combined CM of the two top blocks is utilized. If the mass of the blocks
is treated as concentrated at the individual CMs, then, the coordinates of the resulting combined CM of this system of
particles is given by

r (n)C M =
1
n

n
∑

i=1

mi · ri

where n is the number of particles, i.e. blocks, mi are the individual masses, and ri the corresponding coordinates of the
individual CMs. Now, the y-component of r (2)C M , i.e. the y-component of the combined CM of the two top blocks has to
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lie within the y-domain of the 3rd block from the top. If this is the case, the substructure of the two top blocks fulfills
the stability criterion. This argument can be extended to every level of the tower, i.e. the substructure of the top n blocks
remains stable if the y-coordinate of r (n)C M lies within the y-domain of the (n+ 1)th block from the top.

If this procedure is repeated for every level of the tower structure, a sufficient condition for stability results, and the
simulation is enabled to determine tower collapse based on a physics model. Figure 4.11 exemplary illustrates the
importance of analyzing every single level of the tower structure every time a new box is placed on top. Algorithm 1
shows the embedding of the discussed physics model via pseudo-code. More detailed explanations can be found in [66].

nrBoxesFalling = 0;
if tower.size > 1 then

for i = 1 to tower.size do
centerOfMass = 0.0;
weight = 0.0;
for j = i + 1 to tower.size do

centerOfMass += tower[j].weightPos * tower[j].weight;
weight += tower[j].weight;

centerOfMass = centerOfMass / weight;
if centerOfMass >= tower[i].rightBorder or centerOfMass <= tower[i].leftBorder then

nrBoxesFalling = tower.size - i;
break;

return nrBoxesFalling;

Algorithm 1: Algorithm for stability verification at each level of the tower

Figure 4.11.: This example demonstrates the necessity to monitor each level of the tower separately in order to determine
whether the CM of the subsystem above is within limits: The small box has just been added to the tower.
The blue circles depict the individual masses, the yellow circles the corresponding CMs of the subsystems
while the yellow lines show the borders of the associated limiting box. Note that the stability criterion is only
violated at the lowest level of the tower, and thus, all boxes will topple.

4.3.1.4 Human Feedback

To establish communication with a user, two intuitive user interface windows are provided. They open for the two
situations in which user feedback is required: at the beginning of the task and for the oracle action.

Before the planning process begins, the user is given the opportunity to define preferences concerning the outcome of
the task. The corresponding dialog window is shown in Figure 4.12a. Here, the constraint choices match those defined
in section 4.2.4. For instance, the height of a certain box in the tower structure can be selected. In addition, it is possible
to add multiple preferences. Yet, the user’s preferences are ignored and the building process nevertheless commences if
the selected preferences contradict each other rendering the planning unsolvable. By nature, it is also permissible not to
add any preferences at all.

The other situation in which information is inquired from the user occurs during an oracle action. Here, the planning
agent asks about the position of the hidden weight inside a specific box. If the agent selects an oracle action, the robot
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points at the box in question and a dialog window as illustrated in Figure 4.12b pops up. In the dialog window, the box is
depicted while the answer possibilities (weight positions) are shown as radio buttons inside the box. The user selects one
of the possible positions followed by clicking on the "OK"-button. Then, the given information is released to be employed
by the agent for further planning.

(a) In the preference settings, the user may enter constraints for
a single or for several boxes prescribing their height position
in the tower.

(b) This dialog window opens when the agent asks an oracle
question. The radio buttons symbolize possible locations of
the hidden center of mass.

Figure 4.12.: The depicted dialog windows are examples for interaction with non-expert users.

4.3.2 Hardware

In this section, we describe the robot components, the utilized camera system as well as their corresponding usage during
a trial.

4.3.2.1 Robot

The robotic setup consists of a 7 DoF Kuka LBR and a DLR Hit Hand II. The Kuka LBR (see Figure 4.13a) is equipped
with seven joints in an anthropomorphic configuration: three shoulder joints, one elbow, and three wrist joints. The
abbreviation LBR stands for the German term ‘LeichtBauRoboter’ translating as light weight robot. It allows for torque-
or position control with a frequency of 1kHz. The arm supplies a gravity compensation mode in which the joints can be
effortlessly moved.

The DLR Hit Hand II (see Figure 4.13b) is a human-like dexterous hand with five fingers. For modularity reasons, all
fingers are identical. Each one is equipped with four joints providing three degrees of freedom: proximal flexion, distal
flexion, and spread. The fingers are operated using joint impedance control and deliver an active fingertip force of 10N.
The features of the hand are described in detail in [67].

4.3.2.2 Optitrack

The Optitrack system is a real-time motion tracking system consisting of multiple synchronized cameras; for the employed
setup, six cameras are mounted to the ceiling. The system is able to track reflective surface markers with a frame-rate of
up to 360 Hz. Each camera has an LED ring, such that the light emitted by the LEDs is reflected by the markers. These
reflections are captured by the camera where each pixel with a brightness above a certain threshold as considered as
belonging to a marker. Then, the marker positions in the different overlapping 2D camera images are the utilized for
triangulation in order to determine 3D positions.

With the help of the MotiveTracker software, multiple markers can be grouped and assigned to a single rigid object.
Thus, distinction between objects tagged with unique marker patterns is enabled. Under ideal conditions, it is possible
to simultaneously track more than 25 rigid bodies with a sub-millimeter accuracy. Apart from robotics applications, the
Optitrack system is widely employed in human movement analysis.
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(a) The Kuka lightweight arm has 7 degrees of freedom. (b) The DLR Hit Hand II is equipped with five identical fingers.

Figure 4.13.: The robotic configuration consists of a KUKA lightweight arm and a DLR Hit Hand II.

(a) The optitrack camera has an LED ring and cap-
tures light reflections.

(b) Unique patterns of reflective markers identify the
boxes.

Figure 4.14.: The Optitrack system consists of multiple cameras which capture reflections from markers attached to the
boxes.

4.3.2.3 Hardware Components in the Experiment

When the robot receives a new action, it has to handle the instruction appropriately. The engaged procedure consists of
four steps as depicted in Figure 4.15: First, the robot hand is positioned above the particular box that is to be moved.
The box’s location is known precisely by means of the Optitrack system; each box can be individually recognized by its
unique marker pattern. Then, the robot picks up the box by a two-finger grasp with thumb and the index finger. Now, the
box is transported towards its new position. If this new position is on top of the existing tower, Optitrack data is again
required to determine placement of the tower. As the box positions are all deterministic, the particular box on top of the
tower and its position can be ascertained immediately. For the case of placement in the storage area, box position are
known and no additional position information is necessary. Finally, the box is released at its new position.

To supply the observation value, the top box of the tower structure is identified via the Optitrack system. If this result
is compatible with the action (by either being the new box or the box previously positioned below the top in case of
removal), the action is deemed successful as zero boxes have dropped. Otherwise, the new top box is determined, and
hence, the resulting completion level of the tower structure. Thus, the number of toppled boxes can be deduced.

As only discrete positions are employed in the POMDP framework, the position values have to be translated into real-
world coordinates. Here, the fixed tower foundation serves as a reference point.
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(a) Grasping (b) Moving to the tower

(c) Stacking (d) Releasing

Figure 4.15.: One robot action consists of several steps, i.e. grasping, moving, stacking, and releasing a box as depicted in
(a), (b), (c) and (d).

37



5 Experiments and Results
In this chapter, we evaluate our approach for manipulation task planning under uncertainty with human involvement, as
previously described in chapter 3. Therefore, we execute the stacking application as introduced in chapter 4 with different
box configurations. To begin with, we present and discuss results from simulations: The PGI algorithm’s performance on
a basic box configuration is shown and compared to random actions. We further exhibit the dependence of the resulting
plan’s complexity on both the number of hidden weight positions and the particular box serving as the tower foundation.
Then, we introduce additional terminal states as well as oracle actions in order to investigate the emerging effects on the
solution. The first part of this chapter concludes with a demonstration of the algorithm’s performance when adapted to
constraints and when subject to user-defined preferences. The second part

5.1 Basic Box Problem

In this section, we detail the basic configuration of boxes used throughout all experiments. The selection of the PGI
algorithm’s parameters is described before its performance is compared to a random policy algorithm.

5.1.1 Setting Algorithm Parameters

The initial basic configuration consists of n boxes. One single box has a length of 1 and is employed as the tower
foundation. The remaining ones are of length 2 and are required to be stacked on top of the foundation box. For
simplicity, all boxes are assigned a height of 1. Two possible weight positions in each box are permitted, but all boxes
share the same weight. As depicted in Figure 5.1, one solution for a stable finished tower consists of positioning all
weights on top of the foundation. Other configurations are possible depending on the distribution of weight positions

(a) The yellow box serves as the tower foundation. There are 2
possible positions for the hidden weight in each of the n− 1
blue boxes.

(b) For each layer of the tower, there are up to 3 possible box
positions, depend on the previous layer. Yet, stability has to
be maintained.

Figure 5.1.: In this setting, n− 1 blue boxes of size 2 are stacked on top of a yellow foundation box of size 1.

amongst the boxes. Therefore, if a previously unknown box is positioned on top of the tower, the probability that it
will stay on top is at least 0.5. That is why an optimal policy should need a minimum of n − 1 actions a maximum of
(n − 1) ∗ 2 actions until tower completion. As we experiment with up to 6 boxes, a policy length of 15 offers enough
buffer for non-optimal policies. Experiments also have shown that with the maximum number of boxes, a policy width
of 15 was sufficient, as the number of possible actions in one time step never exceeded 9. As shown in 5.2, the PGI
algorithm reaches convergence for all numbers of boxes after less than 15 iterations. A discount factor of 0.9 has shown
a good tradeoff between fast convergence and solutions optimal in terms of policy length. However, as rewards can only
be gained by the end of each trial, the selection of the discount factor is not crucial for good results. We simulate each
resulting policy 1000 times. Among the initial states values for unknown properties are uniformly distributed.
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Figure 5.2.: Rewards converge in a similarly rapid fashion for different box counts.

Figure 5.3 shows the timespan that is necessary for planning an offline policy for different numbers of boxes. As both
state space and action space grows with the number of boxes, it is not surprising that the amount of time necessary to
find an optimal solution increases quickly. The large standard deviations can be explained with the randomness factor in
the solving algorithm. In some trials, the initial random policy might already be good, in other cases several algorithm
iterations are necessary before the resulting policy converges. Planning the task for 6 boxes takes on average 200 seconds.
Each algorithm iteration takes about 30 seconds and in our trials, the optimal solution was found a minimum of 2 and
a maximum of 9 iterations. Thus, the timespan necessary for planning varies a lot. Note, that in order to make different
policies comparable, we kept a fixed policy graph size and number of particles, as described above. Therefore, planning
for a smaller number of boxes could be faster, as a shorter planning horizon is required. As we assume that most
household tasks are usually not very urgent, this is a reasonable amount of time.

Figure 5.3.: Planning time increases with the number of boxes involved.

5.1.2 Comparison to Random Policy

Now that we have determined all parameters for the algorithm, we want to assess the algorithms performance by com-
paring its resulting policies to a random policy. Trial success is not a good performance metric in this case: In this basic
setting, there is no terminal state except for the goal state. Therefore, there is no way that the trial ends before the tower
is finished, assuming that the planning horizon is selected appropriately. The random policy may perform an unlimited
number of actions. In conclusion, the success rate for both policies is equal to 1.
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Instead, we compare the average number of actions necessary to finish the tower and the expected discounted rewards.
Note, that these values are equivalent for comparison in this case, because the discounted reward depends on both the
number of actions and the amount of the gained reward. As already established, the reward has always the same amount
and is gained in every trial. Thus, it only depends on the number of actions in this particular case.

In this experiment, we varied the number of boxes from 2 to 6. We created 10 policies with both planning algorithms −
PGI and random. The results can be seen in Figures 5.4 and 5.5: For 2 boxes, the number of actions is almost equivalent.
In this case, as the foundation cannot be moved, only one box has to be placed. Therefore, there are only two possible
actions to choose from. Thus, the probability of completing the tower with the first action is 0.5 for both policies. The
difference between the results can be explained with the fact that the PGI policy learns from its observations. When the
first action failed, the only solution can be the remaining action. Therefore, the average number of steps is always 1.5.
However, the random policy has no memory and therefore might choose the same action consecutively. That is why the
average number of actions slightly increased.

The average number of actions grows linearly with the number of boxes for the PGI policy. As stated in the previous
section, the maximum number of actions in an optimal policy is (n−1)∗2 in this setting. This limit is met for all numbers
of boxes. Yet, the number of actions for the random policy is growing exponentially with the number of boxes. For 6
boxes, an average of 1941 actions result in tower completion. An exemplary policy graph for 3 boxes can be found in A.

Figure 5.4.: The average number of actions needed for tower completion is increasing with the box count. Note that this
quantity is growing significantly faster in case of the random policy in comparison to the POMDP framework.

Figure 5.5.: The average discounted reward is decreasing with the box count. A comparison of the two policies reveals a
similar relationship as exhibited for the average number of actions necessary for tower completion.
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5.2 Influence of Box Properties

In this section, different properties of the boxes and the tower and their influence on the resulting policies are explored.
Properties include box sizes, tower foundations, the number of possible positions of the hidden weights and the number
of unknown weight positions.

5.2.1 Tower Foundation

In this experiment, the set of boxes consists of n boxes of sizes 1 to n, as depicted in Figure 5.6a. The number of boxes is
varied between 2 and 6 boxes and for each of these numbers, 10 policies are created by the PGI algorithm. The largest
box always serves as the foundation. Therefore, the remaining boxes can be stacked in reverse order of their sizes (see
Figure 5.6b. As each box is thereby placed on top of a bigger one, the positions of the hidden weights are irrelevant in
this case. This characteristic of the problem is reflected in the policy determined by the planning algorithm: the boxes can
directly be stacked and there is no uncertainty about observations after each action. Also, there is no need for additional
exploratory actions. Therefore, the number of actions is equivalent to n− 1, as can be seen in Figure 5.7.

(a) The yellow box of size n serves as the tower foundation. The
blue boxes consist of sizes from 1 to (n− 1).

(b) For the resulting tower structure, the ordering of the boxes
by their corresponding size is apparent.

Figure 5.6.: In this setting, n boxes of increasing sizes are stacked. The largest box serves as the foundation.

(a) The number of necessary actions corresponds to the count of
boxes outside the foundation.

(b) The rewards directly reflect the number of performed actions
and therefore decrease with the box count.

Figure 5.7.: In this setting, no exploration actions are performed. Instead, a stable solution is arrived at by immediately
stacking the boxes in a decreasing order of their corresponding size.
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5.2.2 Number of Hidden Weight Positions

In this simulation, 3 blue boxes are stacked on a yellow box of size 1. The size of the blue boxes as well as their numbers
of possible positions for the hidden weights is varied between 1 and 5. In Figure 5.8a, the setting with blue boxes of size
5 is illustrated. As shown in Figure 5.9, when the blue boxes have size 1, no additional actions are necessary in order to
explore weight positions. However, with increasing box size and an increasing number of possible weight positions, the
amount of actions necessary to complete the tower is growing. For each box, multiple actions to explore the exact weight
position become necessary. Note, that the observations do not reflect, in which direction a box is tilting when put in the
wrong position. Therefore, when a box has 5 possible weight positions, up to 5 actions are necessary to determine that
position.

(a) The yellow box serves as a tower foundation. The hidden
weights in the remaining 3 blue boxes have a varying number
of possible positions.

(b) With an increasing number of possible weight positions, bal-
ancing the blue boxes on top of the yellow box becomes
more complex.

Figure 5.8.: For this test setting, the number of possible weight positions in 3 boxes is varied.

(a) The number of actions increases rapidly with the number of
weight positions.

(b) Conversely, the expected rewards quickly vanish for a grow-
ing number of weight configurations.

Figure 5.9.: Inflating the number of possible weight positions increases the planning complexity significantly.

5.2.3 Number of Unknown Objects

As described in section 3.4.1, knowledge obtained during a trial is preserved for future use. Therefore, the positions of
hidden weights might already be known for some boxes. In this experiment, we explore how the number of unknown
boxes affects the planning results. As depicted in Figure 5.10, the boxes consist of one foundation box of size 1 and
4 boxes of size 2 with 2 possible weight positions. The number of known weight positions is varied between 0 and
5. Figures 5.11a and 5.11b show that it does not make a difference whether 0 or 1 weight positions are known. This
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can be explained by the fact that the process for selecting known boxes started with box id 1, which corresponds to
the foundation box. As this box is never moved, the increase of information does not lead to any planning advantage.
However, weight position information about the other boxes proves to be valuable, as the average number of actions
decreases. Yet, it can be observed that there is no difference between a setting with 1 unknown box and a setting with
no unknown boxes. This is due to the specific setting of boxes: All but one blue boxes are stacked such that their weights
are directly on top of the yellow box, as depicted in 5.10c. Then, the last box can be placed in the same x-position as the
second-to-last box. Its weight does not have enough effect on the tower’s center of mass to render it unstable. Therefore,
the last box’s weight position does not matter to the planning algorithm.

Another interesting finding is that the number of iterations until the planning algorithm converges and thus the planning
time decreases significantly with a decreasing number of unknown boxes, as can be seen in Figure 5.11c. This fact is
important for our application, as it can be assumed that in a typical household task most objects are already known from
previous trials. Preserving knowledge about these objects results in a significant planning performance increase.

(a) Weight positions for all 4 boxes not serv-
ing as a foundation are unknown.

(b) Weight information on 2 boxes is avail-
able while 2 remain unknown.

(c) Full information on the weights is avail-
able as no weight position is unknown.

Figure 5.10.: For this test setting, the number of boxes with unknown weight positions is varied.

5.3 Additional Terminal States and Oracle Actions

In this section, additional terminal states are introduced. As described in section 4.2.2, we assume that boxes are
fragile and therefore break, if they fall down from a certain height and the policy reaches a terminal state. In this
series of experiments, we have a fixed number of 5 boxes with the same properties as the ones in section 5.1 (2 weight
positions, size 2). The height limit, as depicted in Figure 5.12, is changed throughout the experiments. Figure 5.13
shows the simulation results height limits between 0 and 4. A limit of 0 means that as soon as one box falls, the trial
is over. Therefore, there is no possibility for exploratory actions and stacking success is completely random. This fact
also explains why the average number of actions for limit 0 (see Figure 5.13b is so low. As no exploration is possible,
the tower is either directly stacked or the agent fail during the attempt. Therefore, a success is only possible with the
minimum number of actions. Starting from height limit 1, it is possible to solve the task by first testing all boxes below
the height limit. As can be seen in A.2, boxes that are already in the tower might have to be removed again in order
to safely test other boxes. With an increasing height limit, success becomes more likely and less additional exploration
actions are necessary.

In order to support the planning agent in this potentially dangerous situation, oracle actions as defined in 4.2.3 are
introduced. With one oracle question, the agent can ask a human user about the weight position in one box. The answers
are assumed to be correct. In the following part, we compare simulation results for an agent with 0 oracle questions and
one with 5 oracle questions at its disposal per trial. As can be seen in 5.14, questions are only asked when necessary:
When the falling height is so low (i.e. the maximum height is 1) that each box weight has to be determined before the
actual stacking can start, the oracle question is beneficial, as it costs only one action. However, testing one box costs on
average 1.5 actions: When a box is put on the tower and stays on top, an additional action is necessary to move it back
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(a) The number of actions decreases with a rising quantity of
known weight positions.

(b) The expected rewards exhibit an increase with the number of
known positions.

(c) Algorithm iterations reduce significantly with a decreasing
number of unknown boxes.

Figure 5.11.: A small number of unknown objects leads to a reduced number of actions as well as higher expected rewards
and faster planning.

Figure 5.12.: The height limit is set to 1, i.e. boxes are at most allowed to fall from a height immediately above the
foundation.
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(a) Successful trials become significantly more probable with an
increased height limit.

(b) Here, only successful trials are considered for the count of
necessary actions.

Figure 5.13.: A low height limit renders successful planning very difficult.

to the storage area, because the space is needed to test the next box below maximum falling height. Asking the oracle
is therefore on average faster. In other cases, if the falling height limit is higher, boxes do not have to be removed if
they stay on top after an action. Then, asking the oracle is more expensive, because it does not potentially result in an
additional box on top of the tower. In this setting, the oracle action would be selected only when the tower is already
high and there is a lot of uncertainty about all remaining boxes. In this case, the risk of destroying the whole tower
outweighs the cost of one additional action for an oracle query.

Even though the user may choose to answer as many questions as he likes, it is important for task performance that
only necessary questions are being asked. As depicted in Figure 5.15, this is the case. Even with an increased supply of
questions, only a small, beneficial number is used. The planning algorithm balances well between information gain and
task progress. In addition, the planning complexity does only slightly increase when questions are offered at all and does
not further grow with the number of questions. An example for a policy selecting an oracle question can be found in A.3.

5.4 Constraints

In this section, we introduce constraints and therefore apply the adapted PGI algorithm we first compare its performance
to the original algorithm and then evaluate it on two different types of constraints.

5.4.1 Constraints in Comparison to Rewards

In this experiment, we compare constrained PGI algorithm to the original PGI algorithm. Therefore, we apply both
algorithms to the basic box problem introduced in section 5.1 . As can be seen in Figure 5.16, the number of actions
for the adapted algorithm is higher than for the original one. That is due to the fact that there is no discount factor in
the adapted algorithm. Therefore, it has no incentive to terminate as fast as possible. Instead, the tower only has to be
completed before the maximum number of actions is reached. In this experiment, this maximum was set to (n−1)∗2, the
maximum number of actions in an optimal policy. The resulting number of actions is slightly less than this maximum for
all numbers of boxes. That means that in some cases, the policy reached the goal state early by chance. The constrained
algorithm also leads to faster convergence for all numbers of boxes, as depicted in 5.16b.

5.4.2 Color Constraints

In this example we include constraints into the basic box problem: it has to hold at all times that the box at height 1 is not
yellow. It is studied how a changing number of yellow boxes as depicted in 5.18b affects the planning results. As can be
seen in 5.18, the constraints are always met for 0 - 4 yellow boxes. However, when all boxes are yellow, it is impossible
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(a) The availability of oracle questions leads to an initial signifi-
cant increase of rewards in face of uncertain situations before
convergence.

(b) Oracle questions can be in general considered as beneficial,
a larger effect can be observed in situations with increased
uncertainty such as for a low permitted falling height.

(c) A significant decrease in the number of necessary actions
when employing oracle questions is only exhibited for uncer-
tain situations. However, the resulting increase in effort for
more certain configuration can be considered negligible.

(d) For a falling height of 1, the oracle action is always utilized.
For other height configurations, balancing between oracle
action and tower collapse occurs.

Figure 5.14.: Planning results are compared for 0 and 5 oracle questions as well as for different height limits.

(a) For a maximum falling height of 1, no more than 2 oracle
questions are actually employed.

(b) Required planning iterations until convergence merely rise
with an increase in oracle questions.

Figure 5.15.: Allowing too many user inquiries does not exhibit a negative influence on the planning performance.
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(a) The number of actions is slightly higher for the constraint al-
gorithm.

(b) The constraint algorithm converges faster.

Figure 5.16.: The original PGI algorithm and its adaptation to constrained POMDPs are compared.

to meet the constraints. Therefore, the algorithm applies its fallback reward evaluation. This fallback is successful, as
can be seen in 5.18. The number of actions is reduced due to the fact that reward planning tries to limit the number of
actions, whereas constraint planning does not, as already explained in section 5.4.1.

(a) No yellow boxes (b) Two yellow boxes (c) Three yellow boxes (d) Five yellow boxes

Figure 5.17.: The number of yellow boxes is varied for each trial in an increasing fashion. The green shape illustrates the
constraint to be met. For five yellow boxes, a solution fulfilling the constraint is rendered impossible.

5.4.3 Terminal Constraints

In this example we include terminal constraints into the basic box problem: a certain number of boxes is assigned fixed
positions for the terminal state. In Figure 5.19, different colors symbolize these unique positions. The number of these
boxes is varied between 0 and 5. As can be seen in Figure 5.20, the constraint are only always met for 0 or 1 fixed
positions. While the percentage of fulfilled constraints is decreasing with the number of fixed positions, the number of
actions necessary to reach a terminal state is increasing, because early successful exploratory actions sometimes have to
be reversed in order to maintain the imposed order of boxes. One problem that leads to the constraints not being met, is
that the algorithm alternates between constraint evaluation and reward evaluation, as can be seen over several algorithm
iterations in 5.20d. This issue should be resolved by fixing one objective for a whole iteration or even several iterations.
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(a) The necessary number of actions slightly increases as more
configurations are not permitted by the constraint.

(b) The constraint is always met if a solution exists.

Figure 5.18.: The contingency fallback on reward planning is a suitable approach as illustrated for the color constraint
with a varying number of yellow boxes.

(a) A single position is assigned. (b) Two positions are assigned. (c) Three positions are as-
signed.

(d) All positions are assigned.

Figure 5.19.: The different colors illustrate the requirement of fixed positions for certain boxes. The resulting number of
constraints increases as more boxes are assigned to a particular height.
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(a) The number of necessary actions increases when constraints
are added via the number of fixed positions.

(b) Fulfilling all constraints becomes increasingly demanding as
less configurations are permitted.

(c) Expected rewards decrease as more constraints are required
to be fulfilled.

(d) A particular example involving 15 algorithm iterations ex-
hibits the failure of the contingency fallback in case of ter-
minal constraints. Here, neither fulfillment of constraints
nor gathering of rewards are improved after the second it-
erations as the algorithm begins to alternate between the
two objectives.

Figure 5.20.: The test setting employing terminal constraints exhibits mixed results.
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5.5 Robot Experiments

In this section, we describe experiments performed not only in simulation, but also on a physical robot, as described in
section 4.3.2. Therefore, we combine the previously introduced features of the box stacking problem: The boxes consist
of one box of size 1 two boxes of size 2 and one box of size 3, all with 2 possible weight positions (see Figure 5.21. Each
box has a unique color. A constraint on the blue box’s position in the tower is introduced. In each of the four performed
experiments, the blue box has to be positioned at a different fixed height, as can be seen in Figure 5.22. In addition,
there is a height limit of 1 for all boxes and 1 oracle question can be asked in each trial.

Each of the resulting sample policies is performed 10 times with the robot. Note, that worst-case policies were selected,
such that the robot had to perform a maximum number of actions. A detailed example for such a policy can be seen
in Figure 5.22: After the first action with the red box has been successful, the box has to be removed again because
the space below the height limit is needed for additional exploratory actions. The third action is an oracle action and
therefore, no box movement takes place. Instead, a user reveals the weight position in the green box. After the yellow
box has fallen in action 4, it is returned to the storage area and successfully positioned on the tower in the fifth action,
as its weight position is now known. Now all necessary information is available to finish the tower.

In Figure 5.22 is depicted how many trials of each policy were successfully performed. It can be seen that balancing other
boxes on top of the small blue box leads to less success. That is due to the fact that the paper boxes are not very stable
and are toppling easily. Another issue is the gravity simulation. The assumption that all weight is in the center of mass
oversimplifies the problem, as paper also has a certain weight. This leads to situations in which the simulation forecasts
a falling box, but the box stays on top of the tower. A third problem is the occasional confusion of boxes by the tracking
system, especially when the robot arm blocks the cameras’ view of the boxes.

Figure 5.21.: In this setup, the robot arm is stacking 4 paper boxes of different sizes.
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Figure 5.22.: The smallest box (blue) is required to be at a certain varying height level in the completed tower structure.
The share of successful trials is reduced as balancing an increasing number of boxes on top of the smallest
one becomes more and more demanding.
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Figure 5.23.: This sequence of images illustrates a complete trial run in order to stack four paper boxes. Each row of
photographs corresponds to a single action. Note that this is a worst-case trial due to the a priori unknown
hidden weights, i.e. the maximum necessary number of actions has to be performed .
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6 Conclusion and Future Work
In this study, we introduce an advanced model for planning robot manipulation tasks under uncertainty in a human
environment. The developed system allows for interaction between a robot and humans present in its environment. On
the one hand, the planning agent is enabled to request human help in case of insufficient information about the current
world state, including situations associated with a high risk by the agent. On the other hand, human users are provided
with the opportunity to express preferences about the manipulation task’s outcome.

The suggested POMDP model can be further employed as a template for a wide range of robot applications: It can
be utilized to model any task that can be defined on a similar set of objects with adapted properties. Significant and
expensive prior analysis to tune the model is not necessary. The task policy is determined prior to execution by applying
the PGI solving algorithm to the POMDP. This algorithm produces a policy graph storing a specific task policy in a very
compact arrangement. Therefore, the system becomes very reactive during task execution rendering it highly convenient
for real-world applications. In order to demonstrate the potential of our POMDP model, it has been exemplary adapted to,
and employed for the task of a robot’s arm constructing a tower consisting of paper boxes. In order to equip the problem
with increased uncertainty, the centers of mass have been shifted for each box via hidden weights. The simulation
results confirm that the planning process works well for up to six boxes of different shapes while being completed in
a reasonable amount of time. Repeated executions of the (stochastic) planning task result in almost identical policies
admitting a low standard error. Thus the algorithm performs reliable and can be easily be modified for application to
real-world challenges. Planning time is significantly decreased if prior information about the boxes is available. In this
case, the number of objects can be increased while maintaining the computational load. This is a particularly important
feature as only few objects in a household task are usually unknown a priori. Yet, the number of objects remains limited
within the initial analysis of this study. By nature, a significant increase of handled object is desired and shall be the
subject of future work. Based on the presented study, we consider our approach well suited for such an expansion. As
discussed, a higher number of objects is achievable by exploiting domain knowledge and thus further decreasing the
state and action space. Another suggestion for efficiency improvement in the future could utilize a combination with
hierarchical planning: As we perform offline computation prior to task execution, the system could, for instance, be
extended to prepare a variety of readily available policies adjusting for a differing numbers of newly added objects.
The presented results involving experimental evaluation demonstrate that the model is immediately transferable from a
simulation environment to a physical robot. In our test setting, we were able to solve the stacking task for up to four
boxes in a variety of different configurations. This number has been mainly limited by the structural instability of the
paper boxes. Other observed causes for failure include an oversimplification of the physics model and the occasional
confusion of boxes by the tracking system. The presented robotic example is intended as a proof of concept. Hence,
boxes are moved back manually after falling down. While these limitations should certainly be be eliminated for a real
application and would require rather complex improvements, they do not constitute a loss of generality in the presented
results.

In addition, we have proposed methods enabling human involvement: On the one hand, we have introduced an addi-
tional action for the agent, allowing an information request about the current world state by inquiring a human. As our
experimental results exhibit, the incorporation of this action increases the expected reward significantly for certain situa-
tions. While the user may select the maximum number of questions he is willing to answer (in each trial), the agent does
not necessarily exploit all permitted questions. Experiments reveal that the oracle action is merely selected for states with
associated high uncertainty. Here, obtaining information would require many non-oracle actions, and therefore, would
be expensive. Yet, in situations easily solvable without additional costs, the oracle is not queried at all. In particular, it
has been observed that planning does not require significantly more effort, even though the size of the action space is
increased. In summary, the concept of oracle action has been established as a suitable technique to incorporate external
help if advantageous while minimally increasing user effort and maintaining planning time.

In a modified perspective, communication and information exchange are reversed when users are empowered to specify
their preferred outcome of a task. In this advancement, we have enabled the Policy Graph Improvement algorithm to
handle constrained POMDPs: Instead of optimizing expected rewards, the algorithm seeks to satisfy multiple objectives
expressed in the form of constraints. As a restricted objective inherently admits the risk of an unsolvable problem,
contingency has been incorporated by allowing the algorithm to revert to rewards. Experiments have exhibited the
performance of the constrained PGI algorithm to at least remain equivalent to the unconstrained version. While this
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efficiency has been demonstrated for continuously valid constraints, challenges in face of terminal restrictions have been
exposed. Here, the algorithm tends to revert to rewards in an accelerated way and thus begins to alternate between the
two potentially conflicting objectives. In a future improvement, the algorithm should be forced to abstain from rewards
until no other solution can be found. In addition, it has been observed, that the number of actions in the resulting policies
tends to be higher than in the unconstrained case. The reason for this shortcoming emanates from the lack of incentives
for early termination (before the maximum number of iterations is reached). Thus, the maximum has to be select with
great care. It is suggested to equip prospective improvements of the presented method with a discounted constraint
function evaluation penalizing late completion.

For both employed concepts of communication, emphasis has been placed on convenience for non-expert user operation:
The agent’s inquiries have been limited to information easily obtainable by the user without requiring any prior knowl-
edge on POMDPs. Furthermore, the user can designate his level of involvement into the planning process, from refusal
of any to expressing his preferences about a task’s outcome. All communication has been enabled by the provision of
modular graphical user interfaces that allow for quick adaptation to different manipulation tasks. By nature, future user
studies with non-experts are desired and encouraged to further evaluate our approach.
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A Appendix
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Figure A.1.: In the basic box problem, three boxes are stacked. Each box has two possible weight positions.
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Figure A.2.: In this setting a height limit of 1 is introduced.
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Figure A.3.: In this policy for three boxes, the agent is able to ask one oracle question.
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Figure A.4.: In this policy, boxes are being stacked.
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